**UF1305. PROGRAMACIÓN CON LENGUAJES DE GUIÓN EN PÁGINAS WEB.**

**UF1842. DESARROLLO Y REUTILIZACIÓN DE COMPONENTES SOFTWARE Y MULTIMEDIA MEDIANTE LENGUAJES DE GUION.**

**JAVASCRIPT.**

* Se crea en 1995 de la mano de Netscape.

**ECMA**

* European Computer Manufacturers Association.
* Se encarga de desarrollarlo, estandarizarlo y actualizarlo.
* Primer estándar se denomina EcmaScript o ES.

**Versiones**.

* ES1 (junio 1997) hasta la ES12 (2021).
* Desde el 2016 se denominan ES2016, ES2017, ES2021, etc.

**Concepto:**

* Lenguaje de programación por secuencias de comandos (script) interpretado.
* Orientado a objetos, basado en prototipos, dinámico, imperativo y débilmente tipado.
* Es un lenguaje orientado a eventos**:**
  + Software que está a la espera de que se produzca una acción o eventos.

**Objeto prototípico**:

* Equivale a una clase en POO.
* Plantilla a partir de la cual se obtiene el conjunto inicial de propiedades y funcionalidad de un nuevo objeto o instancia.

**Objeto Intrínseco**:

* Objetos que siempre están presentes en el inicio de la ejecución de JavaScript como Number, String, Object, Function, Boolean, etc.
* Existe un objeto intrínseco denominado “Object”, que permite la creación de un objeto.

**Instancia:**

* Equivale a un objeto en POO.
* Se crean a partir de objeto prototípicos.
* Contiene los miembros de un objeto prototípico (propiedades o atributos y métodos o funciones).

**Constructor:**

* Función o método que sirve para crear e inicializar un objeto o instancia.

|  |  |
| --- | --- |
| **Lenguajes POO (Java, C++, C#, Visual Basic)** | **JavaScript o Kotlin** |
| Clase | Objeto Prototípico |
| Objeto o instancia | Instancia |
| Método | Función |

**Script.**

* Fichero de texto plano que permite describir ordenes (secuencias de comandos) que un intérprete ejecutara en tiempo real.
* No necesita ser compilado.

**JavaScript ámbitos de uso.**

* JavaScript hoy es un lenguaje con amplios usos. A veces las soluciones no son demasiado efectivas y la gran crítica que tiene es el bajo rendimiento al momento de solucionar ciertas tareas.
* Sin embargo, con aras de responder a la pregunta, JavaScript puede ser usado para:
* **Aplicaciones móviles**: React Native, NativeScript, Ionic o Cordova/PhoneGap
* **Aplicaciones web**: NodeJS (Server Side) y VueJS, Angular o React (Client Side).
* **Bases de datos**: MongoDB, PouchDB, Firebase (Baas).
* **Videojuegos**: PhaserJS.
* **Software de escritorio**: ElectronJS, React Desktop.

**Uso lado cliente:**

* Implementación de funciones complejas en páginas web, mejoras en la interfaz de usuario y creación de páginas web dinámicas.
* Interpretado por un navegador.
* Los navegadores interpretan el código JavaScript integrado en páginas web.
* Para poder hacerse provee a JavaScript de una implementación del DOM.

**Lado servidor.**

* Programación operaciones complejas.
* Procesamiento de datos enviados por usuarios.
* Programación con Node.js

**OTROS CONCEPTOS RELACIONADOS:**

* **Librerías (Bibliotecas).**
  + Archivo o conjunto de archivos que se utilizan para facilitar la programación.
  + Incluyen código que alguien ha realizado para poder reutilizarlo dentro de otros proyectos.
  + Para JavaScript:
    - JQuery, Mootools y Prototype.
    - Facilitar el uso de JavaScript para interactuar con la web.
* **Frameworks o Entornos de Trabajo.**
  + Estructura previa que se puede aprovechar para desarrollar un proyecto.
  + Es una especie de **esquema conceptual** que simplifica la elaboración de una tarea.
  + Puede incluir soporte de [programas](https://es.wikipedia.org/wiki/Programa_(computaci%C3%B3n)), [bibliotecas](https://es.wikipedia.org/wiki/Biblioteca_(programaci%C3%B3n)), y un [lenguaje interpretado](https://es.wikipedia.org/wiki/Lenguaje_interpretado), entre otras herramientas, para así ayudar a desarrollar y unir los diferentes componentes de un proyecto.
  + Entornos de trabajo basados en JavaScript:
    - AngularJS, React y Backbone.js.
* **API’s**
  + **A**pplication **P**rogramming **I**nterfaces - Interfaz de Programación de Aplicaciones.
  + Conjunto de definiciones y protocolos que especifican **cómo las aplicaciones de software deben comunicarse o interactuar entre sí para realizar** una o varias funciones.
  + En JavaScript:
    - Bloques de código listos para usar que permiten desarrollar programas con JavaScript para aumentar su funcionalidad.
    - API Navegador:
      * API del DOM, API de geolocalización, API Canvas y WebGL, API de audio y video.
    - API Terceros:
      * API Twiter, API Google Maps o API Open Street Maps.

**LENGUAJE DE PROGRAMACIÓN.**

**Concepto:**

* Software que sirve para crear otros programas.
* Los lenguajes de programación son la base para construir todos los programas y aplicaciones digitales que se utilizan en el día a día.

**Tipos:**

* **Lenguaje de programación de bajo nivel.**
  + Son lenguajes totalmente orientados a la máquina.
  + Este lenguaje sirve de interfaz y crea un vínculo inseparable entre el [hardware y el software](https://rockcontent.com/es/blog/hardware-y-software/).
  + Además, ejerce un control directo sobre el equipo y su estructura física. Para aplicarlo adecuadamente es necesario que el programador conozca sólidamente el hardware. Éste se subdivide en dos tipos:
  + **Lenguaje máquina**
    - Es el más primitivo de los lenguajes y es una colección de dígitos binarios o bits (0 y 1) que la computadora lee e interpreta.
    - Ejemplo: **10110000 01100001**
  + **Lenguaje ensamblador**
    - El lenguaje ensamblador es el primer intento de sustitución del lenguaje de máquina por uno más cercano al utilizado por los humanos.
    - Un programa escrito en este lenguaje es almacenado como texto (tal como programas de alto nivel) y consiste en una serie de instrucciones que corresponden al flujo de órdenes ejecutables por un microprocesador.
    - Sin embargo, dichas máquinas no comprenden el lenguaje ensamblador, por lo que se debe convertir a lenguaje máquina mediante un programa llamado Ensamblador.
    - Este genera códigos compactos, rápidos y eficientes creados por el programador que tiene el control total de la máquina.
* **Lenguaje de programación de alto nivel.**
  + Tienen como objetivo facilitar el trabajo del programador, ya que utilizan unas instrucciones más fáciles de entender.
  + Además, el lenguaje de alto nivel permite escribir códigos mediante idiomas que conocemos (español, inglés, etc.) y luego, para ser ejecutados, se traduce al lenguaje de máquina mediante traductores o compiladores.
* **Traductor**
  + Traducen programas escritos en un lenguaje de programación al lenguaje máquina de la computadora y a medida que va siendo traducida, se ejecuta.
* **Compilador**
  + Permite traducir todo un programa de una sola vez, haciendo una ejecución más rápida y puede almacenarse para usarse luego sin volver a hacer la traducción.

**PROGRAMACIÓN ORIENTADA A OBJETOS (POO)**

* Es un paradigma de la programación, como la programación estructurada o la programación modular.
* Consiste en una forma de programar específica, donde se organiza el código en unidades denominadas clases, de las cuales se crean objetos que se relacionan entre sí para conseguir los objetivos de las aplicaciones.

**Características de la POO:**

* Existe un acuerdo acerca de qué características contempla la "orientación a objetos". Las **características** siguientes son las más importantes:
* [Abstracción](https://es.wikipedia.org/wiki/Abstracci%C3%B3n_(programaci%C3%B3n_orientada_a_objetos)):
  + Proceso de interpretación y diseño que implica reconocer y enfocarse en las características importantes de una situación u objeto, y filtrar o ignorar todas las particularidades no esenciales.
  + Hay que dejar a un lado los detalles de un objeto y definir las características específicas de éste, aquellas que lo distingan de los demás tipos de objetos. Hay que centrarse en lo que es y lo que hace un objeto, antes de decidir cómo debería ser implementado.
* [Encapsulamiento](https://es.wikipedia.org/wiki/Encapsulamiento_(programaci%C3%B3n_orientada_a_objetos)):
  + Significa reunir todos los elementos que pueden considerarse pertenecientes a una misma entidad, al mismo nivel de abstracción.
* [Polimorfismo](https://es.wikipedia.org/wiki/Polimorfismo_(programaci%C3%B3n_orientada_a_objetos)):
  + Comportamientos diferentes, asociados a objetos distintos, pueden compartir el mismo nombre; al llamarlos por ese nombre se utilizará el comportamiento correspondiente al objeto que se esté usando.
* [Herencia](https://es.wikipedia.org/wiki/Herencia_(programaci%C3%B3n_orientada_a_objetos)):
  + Las clases se relacionan entre sí formando una jerarquía de clasificación. Los objetos heredan las propiedades y el comportamiento de todas las clases a las que pertenecen. La herencia permite a los objetos ser definidos y creados como tipos especializados de objetos preexistentes. Cuando un objeto hereda de más de una clase, se dice que hay [herencia múltiple](https://es.wikipedia.org/wiki/Herencia_m%C3%BAltiple).
* [Modularidad](https://es.wikipedia.org/wiki/Modularidad_(programaci%C3%B3n_orientada_a_objetos)):
  + Propiedad que permite subdividir una aplicación en partes más pequeñas (llamadas módulos), cada una de las cuales debe ser tan independiente como sea posible de la aplicación en sí y de las restantes partes.
* [Principio de ocultación](https://es.wikipedia.org/wiki/Principio_de_ocultaci%C3%B3n):
  + Cada objeto está aislado del exterior y muestra una "interfaz" a otros objetos que específica cómo pueden interactuar con los objetos de la clase. El aislamiento protege a las propiedades de un objeto contra su modificación por quien no tenga derecho a acceder a ellas; solamente los propios métodos internos del objeto pueden acceder a su estado. Esto asegura que otros objetos no puedan cambiar el estado interno de un objeto de manera inesperada, eliminando efectos secundarios e interacciones inesperadas.
* [Recolección de basura](https://es.wikipedia.org/wiki/Recolecci%C3%B3n_de_basura_(programaci%C3%B3n_orientada_a_objetos)):

La recolección de basura (*garbage collection*) es la técnica por la cual el entorno de objetos se encarga de destruir automáticamente, y por tanto desvincular la memoria asociada, los objetos que hayan quedado sin ninguna referencia a ellos. Esto significa que el programador no debe preocuparse por la asignación o liberación de memoria, ya que el entorno la asignará al crear un nuevo objeto y la liberará cuando nadie lo esté usando.

**Conceptos:**

**Clase:**

* Equivalente a un objeto prototípico en JavaScript.
* Una clase es una abstracción de un objeto.
* Es una especie de molde o plantilla en la que se definen las características (atributos) y el comportamiento (métodos), predeterminado de un tipo de objetos.
* A partir de ese molde o plantilla se pueden crear objetos fácilmente.
* Ejemplos:
  + **Clase Coche**: (marca, modelo, cilindrada, color, precio, acelerar (), frenar (), cambiarVelocidad (),)
  + **Clase Círculo**: (radio, calcularArea(), calcularDiametro(),calcularCircunferencia()).

**Objeto:**

* En JavaScript se denominan instancias.
* Instancia de una clase.
* Entidad provista de un conjunto de propiedades o atributos (datos) y de comportamiento o funcionalidad (métodos), los mismos que consecuentemente reaccionan a eventos. Se corresponden con los objetos reales del mundo que nos rodea, o con objetos internos de sistema o programa informático.
* Al método de crear nuevos objetos a partir de una clase se le conoce como instanciación.
* Ejemplos:
  + **Objeto1 Coche1:** (Seat, Ibiza, 1800 c.c., Rojo, 12.000,00 euros, instrucciones para acelerar, instrucciones para frenar, …)
  + **Objeto2 Coche2:** (Ford, Fiesta, 1600 c.c., Azul, 10.000,00 euros, instrucciones para acelerar, instrucciones para frenar...)

**Resumen:**

* Una clase es una abstracción de algún hecho o ente del mundo real, con atributos que representan sus características o propiedades, y métodos que emulan su comportamiento o actividad. Todas las propiedades y métodos comunes a los objetos se encapsulan o agrupan en clases. Una clase es una plantilla, un prototipo para crear objetos; en general, se dice que cada objeto es una instancia o ejemplar de una clase.

**Propiedad o atributo:**

* Características de una clase u objeto.

**Método:**

* Conjunto de Instrucciones que permiten realizar una acción.
* Se desencadenan tras la recepción de un mensaje.
* Pueden producir cambios en las propiedades de un objeto o desencadenar otras acciones para otros objetos.

**Mensaje:**

* Comunicación dirigida a un objeto, que le ordena que ejecute uno de sus métodos con ciertos parámetros asociados al evento que lo generó.

**Evento:**

* Acción que provoca una respuesta.
* Se pueden producir por la interacción de un usuario, el sistema o un mensaje enviado por otro objeto.

**Técnicas de programación:**

Proceden de la programación estructurada, pero se utilizan también en la POO.

1. **Secuencia.**
   * Indica que las instrucciones del código se leerán de principio a fin desde la primera línea de código hasta la última, sin excepción.
2. **Iteración.**
   * Indica que, según cierta condición, un número de instrucciones podrían repetirse un número determinado o incluso indeterminado de veces. Las iteraciones son básicamente estructuras cíclicas (bucles), que nos permitirán repetir una cantidad de veces determinada o indeterminada unas instrucciones.
3. **Decisión.**
   * Indica que según unas ciertas condiciones dadas se ejecutarán o no un conjunto de instrucciones.

**Variable.**

* Espacio reservado en memoria para almacenar un dato.
* A una variable se le asigna un nombre para identificarla y un tipo para especificar qué conjunto de valores puede almacenar.
* Tipos:
  + **Local:**
    - Variables declaradas dentro de bloques de código como, por ejemplo, dentro de un método o un bucle, siendo solo accesibles para ser leídas o modificadas desde el propio bloque.
  + **Global**:
    - Variable declarada fuera de un bloque de código y a la cual pueden acceder todos los métodos, procedimientos y funciones de una aplicación.

**Constante.**

* Espacio reservado en memoria para almacenar un dato que no cambia, que no puede ser alterado o modificado durante la ejecución de un programa, únicamente puede ser leído.
* A una constante también se le asigna un nombre para identificarla y un tipo para especificar qué conjunto de valores puede almacenar.
* El nombre de las constantes suele escribirse en mayúsculas en la mayoría de lenguajes.

**LENGUAJE JAVASCRIPT.**

**Características.**

* **Es Case y Acent sensitive**.
  + Distinción entre mayúsculas y minúsculas, y palabras acentuadas y no.
  + Uso de caracteres Unicode.
  + Numero, numero o NUMERO se consideran variables distintas.
* **Declaraciones**.
  + Son las instrucciones en JavaScript.
  + Cada declaración distinta acaba en punto y coma (;).
* **Comentarios**.
  + Comentarios de una línea:

// Texto del comentario.

* + Comentario de varias líneas:

/\* Texto de un comentario

de varias líneas \*/

* **Palabras clave**.
  + Son las palabras reservadas del lenguaje.
  + No se pueden usar para nombrar variables, constantes, funciones, objetos, etc.
  + Algunos ejemplos:
    - break, case, function, export, switch, extends, …
* **Espacio en blanco y saltos de línea.**
  + No se tienen en cuenta.

**INTEGRACION DE JAVASCRIPT EN HTML**

* Uso de la etiqueta HTML **<script>…</script>.**
* Permite insertar código JavaScript en una página web.
* Formas de uso:
  + **Código JavaScript incluido en la página web.**
    - Sintaxis:

<script type = “text/javascript”>

Código JavaScript

</script>

* + - Uso habitual cuando se va a usar el script en una sola página o es poco su contenido, así se ahorran peticiones al servidor.
    - Ejemplo:

<script type = “text/javascript”>

alert(“!Hola Mundo¡”);

</script>

* + **Código JavaScript incluido en un archivo .js.**
    - Sintaxis:

<script type = “text/javascript” src=”ruta acceso/archivo.js”>

</script>

* + - Ejemplo:
      * Archivo HTML:

<script type = “text/javascript” src =”holamundo.js”>

</script>

* + - * Archivo JavaScript:

alert(“!Hola Mundo¡”);

* + - Uso habitual cuando se va a usar el script en varias páginas o el código es muy extenso.
* En caso de incluir código dentro de las etiquetas <script>, prevalece el código del archivo:

<script type = “text/javascript” src=”ruta acceso/archivo.js”>

Código JavaScript;

</script>

<script type = “text/javascript” >

Código JavaScript;

</script>

* Se pueden cargar varios archivos a la vez con diferentes etiquetas <script>:

<script type = “text/javascript” src=”ruta acceso/archivo1.js”> </script>

<script type = “text/javascript” src=”ruta acceso/archivo2.js”> </script>

<script type = “text/javascript” src=”ruta acceso/archivo3.js”> </script>

* Ejecución de un script:
* Al cargarse la página:
  + Una opción es incluirle el evento onLoad.
  + Podría ocurrir que se detenga la carga de la página hasta que no termine la ejecución del script.
  + No se incluye en un evento que tenga que ejecutar el usuario.
* En respuesta a un evento:
  + Opción más común.
  + La página se carga completa y el script se ejecuta como respuesta a un evento.

**<noscript>…</noscript>**

* Sirve para incluir un texto de aviso si se detecta que JavaScript está deshabilitado por el usuario o el navegador no lo soporta.
* Ubicación:
  + Se puede incluir en <head> o al principio en <body>.
* Sintaxis:
  + <noscript>Mensaje</noscript>
* Ejemplos:

<noscript>

<p>La página que estás viendo requiere para su funcionamiento el uso de JavaScript. Si lo has deshabilitado intencionadamente, por favor vuelve a activarlo.</p>

</noscript>

* Habilitar/Deshabilitar JavaScript en navegador.
  + Firefox:
    - about:config en barra de direcciones.
    - Buscar javascript.enabled.
    - Activarla (true)/Desactivarla (false).
  + Chrome:
    - Menú/Configuración/Seguridad y privacidad/Configuración del sitio/JavaScript.
    - Activar/Desactivar JavaScript.

**VARIABLES.**

* Contenedor para almacenar un dato.
* Una variable tiene:
  + Un nombre.
  + Una dirección de memoria.
  + Un dato o no (nulo o undefined).
* Nombre de una variable:
  + Case-Sensitive.
  + Caracteres permitidos:
    - Caracteres alfanuméricos, guion -, subrayado \_ y $.
    - No pueden empezar por número.
    - No permitidos caracteres especiales como: \*/ @ #+;
    - No permitidas las palabras reservadas.
    - No aconsejables palabras acentuadas o con eñes.
    - Evitar espacio en blanco.
  + Usar nomenclatura camel case:
    - nombreDelCliente y no nombre del cliente.
  + También se puede unir palabras usando guiones bajos o de subrayado:
    - nombre\_del\_cliente
* No puede haber dos variables con el mismo nombre (excepto locales a alguna función).

**CREACIÓN DE UNA VARIABLE.**

**Declaración de la variable:**

* Consiste en definir e informar al sistema que se va a usar como variable.
* Formas de declaración:
* **var**
* Instrucción que permite crear variables locales y globales.
* Como puede dar lugar a errores (asignar automáticamente el valor “undefined” a variables no inicializadas, declarar varias veces la misma variable, ...) se aconseja usar let en su lugar.
* Sintaxis:

var nombre de la variable;

* Se pueden declarar varias variables con la misma instrucción.

var nombre variable 1;

var nombre variable 2;

var nombre variable 3;

* Es equivalente a:

var nombre variable 1, nombre variable 2, nombre variable 3;

* Ejemplos:

var mensajeNumeroUno;

var mensaje;

var Mensaje;

var MENsaje;

var camion;

var camión;

var nombre, apellido1, apellido2;

var nombreCompleto;

var numero1, numero2, numero3, valor1;

var suma;

var apellidosClientes;

variable9; //Error, al no utilizar la palabra reservada var para crear la variable.

* **let**
* Nueva instrucción desde ES6 o ES2015.
* Permite crear variables locales dentro de bloques de código.
* Permite también crear variables globales.
* Tendencia a uso actual en lugar de var.
* La declaración con **let** afecta a su ámbito, ya que se declara la variable a nivel local.
* Previene la sobreescritura accidental de variables y aumenta la seguridad.
* Sintaxis:

let nombre de la variable;

* Se pueden declarar varias variables con la misma instrucción.

let nombre variable 1;

let nombre variable 2;

let nombre variable 3;

* Es equivalente a:

let nombre variable 1, nombre variable 2, nombre variable 3;

* Ejemplo:

let suma;

* **const**
  + Permite declara un constante, cuyo valor no puede cambiar a lo largo de la ejecución del programa.
  + Permite también crear objetos con valor inalterable.
    - Sintaxis:
      * + const NOMBRE DE LA CONSTANTE = valor;
    - Ejemplo:

const PI = 3.1416;

**Inicialización o asignación de valores a las variables:**

* Se hace tras declarar una variable.
* Sintaxis:
  + nombre de la variable = valor;
* Ejemplos:

* mensaje = "Hola Mundo";
* numero1 = 28.67; // Variable de tipo numérico real.
* numero2 = 28; // Variable de tipo numérico entero.
* numero3 = "45.87"; // Variable de tipo texto con números.
* nombre ="Ana";
* apellido1 = "López";
* letraDNI = ‘L’;
* letraDNI = “L”;
* apellido2 = " ";
* valor1 = true; // Variable de tipo booleano.
* valor2 = false; // Variable de tipo booleano.
* n = 5 + 60;
* suma = numero2 + variable1; // El valor de la variable será el resultado de una operación con otras variables.
* nombreCompleto = nombre + apellido1 + apellido2; // Concatenación de valores.
* nombreCompleto = “Ana” + “ López”;

**Declaración + asignación o inicialización:**

* Se puede declarar un variable y a la vez asignarle un valor.
* Sintaxis:
  + var nombre de la variable = valor;
* Ejemplos:
  + var nombre = “Pepe”; Equivaldría a:
    - var nombre;
    - nombre = “Pepe”;
  + var edad = 20;
  + var suma = numero1 + numero2;

**Declaración múltiple:**

* Permite declarar varias variables y asignarle su valor en una única instrucción.
* Ejemplo:
  + var apellido1 = ”López”, apellido2 = ”García”;

**Declaración implícita:**

* Se crea la variable sin la palabra reservada var.
* Obligatorio inicializarla o darle valor.
* Sintaxis:
  + nombre de la variable = valor.
* Ejemplo:
  + suma = 45;
  + dirección = “C/ Oviedo, 20”;
  + suma; //Incorrecto por no asignar valor y no haber incluido var o let en la declaración.

**Declaración repetida:**

* Si se declara una variable más de una vez (explícita o implícitamente), y se le asigna un valor, prevalece el último.
* Ejemplo:
  + var numero = 5;
  + var numero = 20;
  + La variable numero vale 20, no 5, ya que el último valor sobrescribe al previo.

**Ámbito de una variable (scope).**

* También alcance o visibilidad.
* Zona del programa donde se define una variable y puede ser utilizada.
* Ámbitos:
  + **Local**:
    - La variable se define dentro de una función, método, bucle, etc.
    - Solo están accesibles o se puede acceder a ellas donde se han declarado, es decir, desde la estructura que las incluye.
  + **Global**:
    - Definida en cualquier lugar del programa fuera de estructuras.
    - Están accesible o se puede acceder a ellas desde cualquier lugar del programa o la página web como:
      * Cualquier función o método del script donde está la variable.
      * Otros scripts de la página.
      * Manejadores de eventos.
  + **De bloque**:
* Solo existen en el bloque donde ha sido definidas.
* Las variables se crean con let.
* Podría ser obligatorio incluir la sentencia “use strict” para que los navegadores funcionen en modo estricto.
* Ejemplo:

“use strict”;

If(true)

{

let x= 20;

}

console.log(x);

**TIPOS DE DATOS.**

* En JavaScript no es necesario especificar el tipo de variable o constante a crear.
* El tipo queda determinado por el valor asignado.
* Ventaja:
  + Una variable puede cambiar de tipo a lo largo de la ejecución de un programa.
* **Tipos**:
  + **Números**:
    - Solo hay un tipo numérico que engloba tanto los números enteros como los reales.
    - Ejemplos:
      * var edad = 34;
      * const PI = 3.1416;
      * var seiscientos = 6E+2;
      * const millonYMedio = 1.5E+6;
    - Notación científica:
      * 1.000.000 🡪1\*106 🡪Notación científica 🡪1E+6
      * 0,000001🡪1\*10-6 🡪Notación científica 🡪1E-6
    - Otros sistemas de representación numérica.
    - **Octal** (Base 8).
      * Usar dígitos 0 al 7
      * Se escribe un cero delante del número.
    - **Hexadecimal** (Base 16).
      * Dígitos del 0 al 9 y letras desde la a hasta la f.
      * Se escribe 0X delante del número.
    - Ejemplos:
      * Decimal: 5
      * Octal: 05
      * Hexadecimal: 0x5
  + **Lógicos**:
    - También se les denomina booleanos o boolean.
    - Sólo admiten 2 valores: true o false sin comillas
    - Se escriben en minúsculas.
    - Usados en la toma de decisiones, en condiciones.
    - Ejemplo:
      * var prestado = true;
  + **Cadenas**:
    - También se denominan strings.
    - Son conjuntos de carácter alfanuméricos.
    - Se escriben ente comillas dobles o simples.
    - Ejemplos:
      * var nombre = “Luis”;
      * var archivo = “código.js”;
      * var dni = “1234567890L”;
      * var texto = “ ”
      * var letraDNI = “h”;
      * var letraDNI = ‘h’;
  + **Valores especiales**:
    - **undefined.**
      * Indefinido.
      * La variable está definida o declarada pero aún no tiene ningún valor.
      * Ejemplo:
        + var a;
        + a = “undefined”;
    - **null**.
      * Nulo.
      * Permite inicializar una variable de la que no se conoce el valor.
      * null es distinto de undefined.
      * Ejemplo:
        + var a = null;
    - **NaN.**
      * Not a Number.
      * Valor no numérico.
      * Se produce en operaciones aritméticas sin sentido.
        + var c = 7 \* “hola”;
      * División por cero.
        + var h = 5/0;
    - **infinity.**
      * Infinito.
      * Variable con valor demasiado alto de tipo positivo.
        + var h = 8E500 \* 7E34;
    - -**infinity**
      * Infinito negativo.
      * Variable con valor demasiado alto de tipo negativo.
        + var h = -8E500 \* 7E34;
    - **Objetos**.

**OPERADORES.**

**Aritméticos.**

* Suma y signo positivo: +
* Resta y Signo Negativo: -
* Multiplicación: \*
* División: /
* Potencia: \*\*
  + Base\*\*Exponente
  + Ejemplo:
    - 5 al cuadrado se escribiría como 5\*\*2. Equivalente a 5 \* 5.
* Módulo o resto: %
* Ejemplos:
  + 6/2 = 3
  + 6%2 = 0
  + 7%2 = 1
  + 6%5 = 1
  + 125%5 = 0
  + 125/5 = 25

**Concatenación.**

* Operación que permite unir cadenas de caracteres ente si, variables de tipo texto o cadenas con variables.
* Se usa el operador más (+)
* Cuando se suman 2 números se produce una suma, mientras que cuando se hace lo mismo con un número que es en realidad una cadena de caracteres, se produce una concatenación y no una suma.
  + 5 + 5 = 10.
  + “5”+ 5 = 55.

**Asignación (=).**

* Sirven para asignar un valor a una variable, constante u otro tipo de estructuras de datos.
* Asigna el valor situado a la derecha del igual, al operando situado a la izquierda.
* Sintaxis:
  + operando = valor;
* Ejemplos:
  + nombre = “Luis”;

**Asignación y cálculo.**

* Operadores aritméticos abreviados.
* Formados por un operador aritmético seguido inmediatamente del operador de asignación.
* El primer operando debe ser una variable que almacenara el resultado y como segundo cualquier dato (variables, número, otra operación, etc.).
* Sintaxis:
  + +=, -=, \*=, /=, \*\*=, %=
* Ejemplos:
  + a += 5; equivale a = a+5;
  + a += b; equivale a = a+b;
  + a += (5\*40); equivale a = a+(5\*40);
  + a -= 5; equivale a = a-5;
  + a \*= 5; equivale a = a\*5;
  + a /= 5; equivale a = a/5;
  + a %= 5; equivale a = a%5;
  + a \*\*= 5; equivale a = a\*\*5;

**Incremento/Decremento**.

* **Incremento (++).**
  + Suma una unidad al operando.
* Sintaxis:
  + variable ++; equivale a variable = variable + 1 o también a variable += 1;
  + Ejemplo:
    - var numero = 1;
    - numero++; equivale a numero = numero + 1; numero vale 2.
    - numero++; equivale a numero = numero + 1; numero vale 3.
* El operador se puede poner delante o detrás de la variable.
  + **Preincremento**:
    - Primero se incrementa la variable y luego se lee el valor o se hace una operación.
    - Sintaxis:
      * ++variable;
  + **Postincremento**:
    - Primero se lee el valor o se hace una operación, y luego se incrementa la variable.
    - Sintaxis:
      * variable++;
  + Ejemplos:
    - var a = 5;
    - a++; Devuelve 5 y luego pasa su valor a ser 6.
    - ++a; Devuelve 6. Primero incrementa y se muestra el valor.
* **Decremento (--).**
  + Resta una unidad al operando.
* Sintaxis:
  + variable--; equivale a variable = variable -1;
    - var numero = 10;
    - numero--; equivale a numero = numero - 1; numero vale 9.
    - numero--; equivale a numero = numero - 1; numero vale 8.
* El operador se puede poner delante o detrás de la variable.
  + **Predrecremento**:
    - Primero se decrementa la variable y luego se lee el valor o se hace una operación.
    - Sintaxis:
      * --variable;
  + **Postdecremento**:
    - Primero se lee el valor o se hace una operación, y luego se decrementa la variable.
    - Sintaxis:
      * variable--;
  + Ejemplos:
    - var a = 5;
    - a--; Devuelve 5 y luego pasa su valor a ser 4.
    - --a; Devuelve 4. Primero decrementa y se muestra el valor.

**Relacionales o de comparación.**

* Permite comparar los valores de 2 operandos y devuelven un valor booleano (true - false).
* Se utilizan para crear condiciones simples.
* Operadores:
  + > mayor que.
  + < menor que.
  + >= mayor o igual.
  + <= menor o igual,
  + == igual.
  + != distinto, diferente o lo contario.
  + === igualdad estricta en tipo y valor.
  + !== desigualdad estricta en tipo y valor.
* Ejemplos:

var a = 23; a > 7; Verdadero o true.

var b = “f”; var h = 3; b == h; Falso o false.

var c = “Adiós”; c != “Hola”; Verdadero o true.

* Igualdad estricta (===).
  + Se compara si los datos son iguales o ambos tipos coinciden.
  + Si tipo y dato coinciden devuelven true, sino false.
  + Ejemplo:
    - var a = “1234”;
    - var b = 1234;
    - var c = 1234;
    - a===b // false.
    - a==b // true.
    - b===c // true.
* Desigualdad estricta (!==).
  + Se compara si los datos no son iguales o ambos tipos no coinciden.
  + Si tipo y dato no coinciden devuelven true, sino false.
  + Ejemplo:
    - var a = “1234”;
    - var b = 1234;
    - var c = “234”;
    - a!==b // true.
    - b!==c//true.
    - a!=b // false.

**Lógicos.**

* Sirve para crear condiciones compuestas.
* Devuelven verdadero o falso (true-false).
* Operadores:
  + && (Y o AND lógico).
    - Para que se cumpla la condición global y se obtenga un valor verdadero, deben cumplirse obligatoriamente todas las parciales, si no, se produce un resultado falso.
    - Ejemplo:
      * (a==5) && (c>r) && (h!=”JavaScript”)
  + || (O o OR lógico).
    - Para que se cumpla la condición global y se obtenga un valor verdadero, debe cumplirse al menos una condición parcial, si no, se produce un resultado falso.
    - Ejemplo:
      * (a==5) || (c>r) || (h!=”JavaScript”)
  + ! (No o NOT negación).
    - Invierte el valor del operando que le precede.
    - Ejemplo:
      * var x = false;
      * var y = !x;

**Operador coma (,).**

* Sirve para declarar varias variables a la vez.
* Separar para separar varias expresiones en un bucle for.

**typeof.**

* Permite conocer el tipo de dato del operando que se incluya a continuación.
* El tipo se devuelve como cadena de caracteres.
* Como son caracteres si se usa en una condición deben encerrarse entre comillas.
* Tipos devueltos:
  + number (entero o real).
  + boolean (booleano).
  + string (cadena de caracteres)
  + function (función u objeto predefinido).
  + object (Objeto).
  + undefined (operando no inicializado).
* Sintaxis:
  + typeof(operando);
  + typeof operando;
* Ejemplos:
  + typeof(a);
  + typeof a;
  + typeof(a-6);
  + typeof(“hola”);
  + typeof(miObjeto);
  + typeof(5.4);
  + typeof(60-43);
* Ejemplo de uso en condiciones:
  + if(typeof(a) == “number”)

**Operador condicional.**

* Operador ternario.
* Sintaxis:
  + var resultado = operando 1? operando 2: operando 3;
  + Operando 1 es una condición.
  + Operando 2 es el valor si verdadero.
  + Operando 3 es el valor si falso.
* Ejemplo:
  + var edad =20;
  + var mayoriaEdad = (edad >=18)? “Si”: “No”;
  + var mayoriaEdad = (edad >=18)? 80: 60;
  + var mayoriaEdad = (edad >=18)? a\*40: “Adiós”;

**Operadores sobre objetos.**

* Usados sólo para objetos.
* Operadores:
  + Punto (.)
    - Obtener o asignar un valor a una propiedad o ejecutar un método.
    - Sintaxis:
      * objeto.propiedad;
      * objeto.metodo();
    - Ejemplo:
      * miObjeto.nombre = “Ana”;
      * miObjeto.imprimir();
  + Corchetes[].
    - Permiten acceder al valor a una propiedad o un método.
    - Sintaxis:
      * Objeto[“propiedad2”];
      * Objeto[“método”]();
    - Ejemplo:
      * miObjeto[“nombre”];
      * miObjeto[“imprimir”]();
  + new.
    - Operador que sirve para crear objetos.
  + delete.
    - Permite borrar una propiedad de una instancia.
    - Sintaxis:
      * delete Objeto.propiedad;
    - Ejemplo:
      * delete miObjeto.nombre;
  + in.
    - Permite conocer si una propiedad existe o no en un objeto.
    - Sintaxis:
      * Propiedad in Objeto;
    - Ejemplo:
      * edad in miObjeto;
  + instanceof:
    - Indica si una instancia especificada corresponde a determinada clase.
    - Sintaxis:
      * Objeto instanceof Clase;
    - Ejemplo:
      * miObjeto instanceof unaClase;
  + this.
    - Sirve para referirse a un objeto como sustituto de un nombre.
    - Sintaxis:
      * this.propiedad;
      * this.metodo();
    - Sintaxis:
      * this.nombre;
      * this.imprimir();

**Precedencia o prioridad de operadores.**

* En una operación en la que estén implicados varios operadores distintos, unos actuarán antes que otros.
* La prioridad se puede modificar usando paréntesis, de modo que, lo que se encierre entre paréntesis tiene la máxima prioridad.
* Ejemplos**:**
  + 7+5\*\*2= 32
  + (7+5)\*\*2=144
  + 7+9+5/3=17,666 // Media incorrecta.
  + (7+9+5)/3=7
* **Prioridades**:

. (punto) y [] (Corchetes) Máxima prioridad.

() y new

! ~ - (signo menos) + (signo más) ++ -- typeof

void delete

\* / \*\* %

+ (suma) - (resta)

<< >> >>>

< <= > >= in instanceof

== != === !==

&

|

&&

||

?: (operador condicional)

= += -= \*= \*\*= /= %= <<= >>= >>>= Mínima prioridad.

**MÉTODOS DE ENTRADA Y SALIDA DE DATOS.**

**prompt()**

* Método que permite introducir datos desde teclado.
* Los datos introducidos con prompt() se transforman siempre a cadenas de caracteres.
* Sintaxis:
  + variable que recibe el dato = prompt(“mensaje a mostrar al usuario”, ”valor inicial a mostrar”);
* Ejemplos:
  + var edad;
  + edad = prompt(“Escriba aquí su edad”,””);
  + edad = prompt(“Escriba aquí su edad”);
  + edad = prompt(“Escriba aquí su edad”, ”La edad en número no en letra.”);

**console.log().**

* Muestra en la consola del navegador los resultados de la ejecución de un script.
* Permite consultar error si los ha habido y depurarlos.
* Obligatorio abrir la consola del navegador (F12, Ctrl+Mayus+J (Firefox), , Ctrl+Mayus+C (Chrome), consola del navegador (Firefox), herramientas para desarrolladores(Chrome)).
* Sintaxis:
  + console.log(“cadena de caracteres”);
  + console.log (variable);
* Ejemplos:
  + console.log (“Tú te llamas: ” + nombre);

**document.write().**

* Para mostrar en la pantalla del navegador texto, valores, contenidos de variables, constantes, objetos, etc.
* Sintaxis:
  + document.write(“cadena de caracteres”);
  + document.write(variable);
* Ejemplos:
  + document.write(“Tú te llamas: ”);
  + document.write(DNI);
  + document.write(“Tú te llamas: ” + nombre + “ y tienes “+ edad +” años”);
  + document.write(“El valor es: “ + numero1 + numero2); Resultado: una concatenación de numero1 y numero2.
  + document.write(“El valor es: “ + (numero1 + numero2)); Resultado: una suma de numero1 y numero2.

**document.writeln().**

* Para mostrar en la pantalla del navegador texto, valores, contenidos de variables, constantes, objetos, etc., y luego da un salto de línea.
* Sintaxis:
  + document.writeln(“cadena de caracteres”);
  + document.writeln(variable);
* Ejemplos:
  + document.writeln(“Tú te llamas: ”);
  + document.writeln(DNI);
  + document.writeln(“Tú te llamas: ” + nombre + “ y tienes “+ edad +” años”);
  + document.writeln(“El valor es: “ + (numero1 + numero2));

**CONVERSIÓN DE TIPOS.**

**Conversión implícita.**

* Conversión automática cuando JavaScript detectar que los operandos tienen distinto tipo al usar determinados operadores.
* Ejemplo:
  + var a =”5”;
  + var b = 4;
  + Concatenación:
    - var c = a+b -> 54
  + Conversión implícita:
    - var d = a\*b -> 20

**Conversión explicita.**

* Se fuerza la conversión de tipos usando métodos o funciones como:
* **Métodos de conversión.**
* **parseInt().**
  + Permite convertir una cadena de caracteres con un número, a un número de tipo entero sin decimales.
  + Sintaxis:
    - parseInt(dato a convertir a número entero);
  + Ejemplos:

var a = “1234”;

a = parseInt(a);

var edad;

edad = parseInt(prompt(“Escriba su edad: “,””));

o también:

edad = prompt(“Escriba su edad: “,””);

edad = parseInt(edad);

* **parseFloat().**
  + Permite convertir una cadena de caracteres con un número, a un número de tipo real con decimales.
  + Sintaxis:
    - parseFloat(dato a convertir a número real)
  + Ejemplos:

var b = “1234.67”;

b = parseFloat(b);

var sueldo;

sueldo = parseFloat(prompt(“Escriba el Sueldo: “,””));

o también:

sueldo = prompt(“Escriba el Sueldo: “,””);

sueldo = parseFloat(sueldo);

* **toString()**
  + Convierte un número entero o real en una cadena de caracteres.
  + Sintaxis:
    - variable.toString();
  + Ejemplo:
    - var numero = 30;
    - var texto = numero.toString();

**INSTRUCCIONES ALTERNATIVAS, DE BIFURCACIÓN O CONDICIONALES.**

* **Condición simple.**
  + Se utilizan dos operandos y un operador de comparación.
  + Se pueden comparar diversos operandos:
    - a > 8 Variable con valor.
    - a == b Variable con otra variable.
    - a != ”JavaScript” Variable con un texto.
* **Condición compuesta:**
  + Se evalúan varias condiciones simples mediante operadores lógicos.
  + Y lógica (&&)
    - Para que se cumpla la condición global y se realicen las acciones deben cumplirse obligatoriamente todas las condiciones simples.
    - Ejemplo:
      * ((a>b) && (b>c))
      * (a>8 && c==d && e<6)
  + O lógica (||)
    - Para que se cumpla la condición global y se realicen las acciones deben cumplirse al menos una condición simple.
    - Ejemplo:
      * ((a>b) || (b>c))
      * (a>8 || c==d || e<6)
  + Combinación de operadores lógicos.
    - Ejemplo:
      * (a>8 && (c==d || e<6))

**Estructuras condicionales:**

**Condicional simple. (if)**

* Sólo se ejecutan las instrucciones si la condición es verdadera, sino no se hace nada.
* Sintaxis:

if (condición simple o condición compuesta)

{

instrucciones;

}

otras instrucciones;

* Ejemplo:

var a = 7;

var b = 5;

if (a>b)

{

document.write (“a es mayor que b”);

}

**Condicional completa. (if…else)**

* Se ejecutan unas instrucciones si la condición es verdadera y si no, otras instrucciones.
* Sintaxis:

if(condición simple o condición compuesta)

{

instrucciones;

}

else

{

otras instrucciones;

}

* Ejemplo:

var a = 7;

var b = 5;

if (a>b)

{

document.write (“a es mayor que b”);

}

else

{

document.write (“a no es mayor que b”);

}

**Condicional anidada. (if…else…if)**

* Se evalúan varias condiciones en cadena.
* Si se cumple una condición se realizan unas acciones, si no, se pasa a evaluar la siguiente condición.
* Si no se cumple ninguna condición se pueden o no realizar también acciones.
* Sintaxis:

if(condición 1)

{

instrucciones;

}

else if(condición 2)

{

instrucciones;

}

else if(condición N)

{

instrucciones;

}

else

{

instrucciones si no se cumple ninguna condición.; // (opcional)

}

* Ejemplo:

var a = 5;

var b = 8;

if(a>b)

{

document.write (“a es mayor que b”);

}

else if(a==b)

{

document.write (“a es igual que b”);

}

else if(a<b)

{

document.write (“a es menor que b”);

}

* Otro ejemplo:

var a = 5.6;

var b = 8.9;

if(a>b)

{

document.write (“a es mayor que b”);

}

else if(a==b)

{

document.write (“a es igual que b”);

}

else

{

document.write (“a es menor que b”);

}

**Condicional múltiple sin anidamiento. (if… …if)**

* Se evalúan varias condiciones independientes.
* Si no se cumple ninguna condición se pueden o no realizar también acciones.
* Sintaxis:

if(condición 1)

{

instrucciones;

}

else

{

instrucciones si no se cumple la condición.; // (opcional)

}

if(condición 2)

{

instrucciones;

}

else

{

instrucciones si no se cumple la condición.; // (opcional)

}

if(condición N)

{

instrucciones;

}

else

{

instrucciones si no se cumple la condición.; // (opcional)

}

* Ejemplo:

var a = 150;

if(a>=100 && a <=200)

{

document.write (“a está entre 100 y 200”);

}

else

{

document.write (“a no está en el intervalo”);

}

if(a==150)

{

document.write (“a es igual a 150”);

}

if(a>=201 && a <=2000)

{

document.write (“a está entre 201 y 2000”);

}

**Condicional múltiple. (switch…case)**

* Permite evaluar varias condiciones a la vez, que pueden ser valores fijos en una variable, rangos o condiciones.
* Se pueden agrupar varios case cuando con todos ellos se vaya a realizar la misma acción, que se incluye al final del último que forme el grupo.
* Sintaxis:

switch (expresión)

{

case valor 1:

instrucciones;

break;

case valor 2:

instrucciones;

break;

case valor N:

instrucciones;

break;

default:

instrucciones;

break;

}

* Expresión:
  + Puede ser una variable, una expresión matemática, valor booleano,..
* Valor:
  + Puede ser un texto, un número o una condición simple o compuesta entre paréntesis.
  + También se pueden usar operadores relacionales y lógicos:
    - case a > b:
    - case a > b && b != c:
  + Para utilizar operadores relacionales y lógicos como expresión en switch se debe incluir un valor booleano (true o false)
    - switch(true) {}
* break:
  + Opcional.
  + Si se cumple un valor se sale de la instrucción switch.
  + Si no se pone, se continúan evaluando otros valores.
* default:
  + Opcional.
  + Instrucciones que se realizarán si el valor evaluado no coincide con ningún case.
* Ejemplos:
  + Con variable y valores textuales.

var color;

color = prompt("¿Cuál es tu color favorito?","");

switch (color)

{

case "verde":

document.write("El " + color + " es muy bonito");

break;

case "negro":

document.write("El " + color + " no me gusta");

break;

default:

document.write("Prefiero otro color");

break;

}

* + Con variable y valores textuales agrupados.

var color;

color = prompt("¿Cuál es tu color favorito?","");

switch (color)

{

case "verde":

case "azul":

case "rojo":

document.write("El " + color + " es muy bonito");

break;

case "negro":

case "marrón":

document.write("El " + color + " no me gusta");

break;

default:

document.write("Prefiero otro color");

break;

}

* Con valor booleano y condición.

var n1 = 67;

var n2 = 56;

switch(true)

{

case (n1 > n2):

document.write("El primer número es mayor que el segundo");

break;

case (n1 == n2):

document.write("Ambos números son iguales");

break;

case (n1<n2):

document.write("El segundo número es mayor que el primero");

break;

}

**INSTRUCCIONES REPETITIVAS O BUCLES.**

**Mientras – While.**

* Se ejecutan un conjunto de instrucciones en bucle mientras se cumpla una condición.
* Cada vuelta en el bucle se denomina iteración.
* Si no se cumple inicialmente la condición no se entra en el bucle.
* Puede funcionar con una variable contadora o no.
* Sintaxis:

while (condición)

{

instrucciones;

}

* Ejemplos**:**
  + **Con variable contadora.**

var a = 0;

while(a<=9)

{

document.write (a);

a++ / a=a+1 / a+=1; // Incrementos de unidad en unidad.

a=a+5 / a+=5; // incrementos de 5 en 5.

}

document.write(“Fin del bucle” + a);

* + **Con condición a cumplir.**

var b = prompt(“Escribe:”);

document.write ("Has escrito " + b + "<br>");

while(b != “hola”)

{

var b = prompt(“Escribe:”);

document.write (b);

}

document.write (“Fin del bucle” + b);

**Hacer-Mientras o Repetir-Hasta o Do-While.**

* Se ejecutan un conjunto de instrucciones en bucle mientras se cumpla una condición.
* Cada vuelta en el bucle se denomina iteración.
* Si no se cumple inicialmente la condición al menos se realizan una vez las instrucciones.
* Puede funcionar con una variable contadora o no.
* Sintaxis**:**

do

{

instrucciones;

} while (condición)

* Ejemplos**:**
  + **Con variable contadora.**

var a = 0;

do

{

document.write (a);

a++ ; / a=a+1 / a+=1 // Incrementos de unidad en unidad.

//a=a+5 / a+=5 // incrementos de 5 en 5.

} while(a<=9)

document.write (“Fin del bucle” + a);

* + **Con condición a cumplir.**

do

{

var b = prompt(“Escribe:”);

document.write (b);

} while(b != “hola”)

document.write (“Fin del bucle” + b);

**Bucle for.**

* Se repiten unas instrucciones un número determinado de veces hasta que deja de cumplirse una condición.
* La condición está determinada por una variable contadora.
* Se pueden usar varias variables contadoras para anidar un bucle for a otro.
* Sintaxis:

for(variable contadora = valor inicial; condición; incremento o decremento)

{

Instrucciones;

}

* **Valor inicial**:
  + Valor inicial de la variable contadora que puede crearse antes del bucle o en el momento de asignarle el valor inicial.
* **Condición**:
  + Coincide con el valor final de la variable contadora.
  + Evalúa en cada vuelta si el valor de la variable contadora cumple la condición, si no, se finaliza el bucle.
  + Si la condición es falsa desde el principio no se ejecuta el bucle.
* **Incremento/decremento**:
  + Permite actualizar la variable contadora con el fin de hacer que llegue a ser falsa la condición en algún momento.
* Ejemplos:
  + Variable contadora definida antes del bucle:

var x;

for(x = 1; x <=10;x++)

{

document.write(“la variable x vale: “ + x);

}

* + Variable contadora definida dentro de la instrucción for.

for(var x = 1; x <=10;x++)

{

document.write(“la variable x vale: “ +x);

}

* + Dos bucles anidados.

var x;

var y;

for(x = 1; x <=10;x++)

{

for(y = 1; y <=3;y++)

{

document.write(“valor de x: “ + x+ “valor de y: “+ y);

}

}

* **Sentencias break y continue**.
  + Se usan en bucles y estructuras condicionales para finalizar la repetición de instrucciones o terminar las condiciones.
  + **break**.
    - Sirve para finalizar prematuramente un bucle.
    - Se incluye en una condición dentro del bucle que hace que este termine.
    - Ejemplo:

var x;

for(x = 1; x <=10;x++)

{

if (x==5)

{

break;

}

document.write(“la variable x vale: “ + x);

}

* + **continue**.
  + Permite saltar una iteración de un bucle, ignorando las instrucciones que hubiera a continuación.
  + Tras el salto el bucle continúa funcionando hasta que termine de forma normal.
  + Ejemplo:

var x;

for(x = 1; x <=10;x++)

{

if (x==5)

{

continue;

}

document.write(“la variable x vale: “ + x);

}

**FUNCIONES.**

**Concepto.**

* Conjunto de instrucciones u operaciones agrupadas dentro de un mismo bloque.
* Ahorrar escribir código que se repite con frecuencia.
* Pueden ejecutarse en cualquier parte de un programa.
* Pueden devolver o no valores.
* Funciones miembro:
  + Funciones que forman parte o son miembros de una clase.

**Tipos**.

* Creadas por el usuario.
* Predefinidas:
  + Incluidas en JavaScript.

FUNCIONES CREADAS POR EL USUARIO.

* **Creación o definición de una función.**
  + Se usa la palabra reservada function**.**
  + Pueden declararse en cualquier parte del código.
  + Pueden o no incluir argumentos**.**
  + Sintaxis básica:

function nombreFunción(argumento 1, argumento 2,….,argumento N)

{

Instrucciones;

}

* + Nombre de una función:
    - Se puede usar caracteres alfanuméricos, guiones bajo o de subrayado.
    - Sensible a mayúsculas y minúsculas.
    - No se pueden usar nombres de funciones ya creadas o palabras reservadas.
    - Uso nomenclatura camelCase.
      * calcularArea()
  + Bloque de código:
    - Se encierra entre llaves {}.
    - Puede incluir:
      * Declaración de variables y constantes.
      * Bucles e instrucciones condicionales.
      * Llamadas a otras funciones.
      * Etc.
  + Argumentos:
    - Son opcionales.
    - Se denominan parámetros.
    - Representan datos con los que va a operar la función.
* **Llamada a una función:**
* Ejecución de una función.
* Una función se puede ejecutar o llamar varias veces.
* Desde una función se pueden ejecutar otras.
* Al llamarla, todas las instrucciones que incluya en su bloque de código se ejecutan.
* No se puede llamar a una función que no esté definida.
* Sintaxis:
  + nombre de la función();
* Ejemplo:
  + calcularSaldo();
* **Lugares de llamada**:
* **Función definida en el mismo <script> y antes de hacer la llamada**:

<script>

function sumar()

{

instrucciones;

}

sumar();

</script>

* **Función definida en el mismo <script> y después de hacer la llamada**:

<script>

sumar();

function sumar()

{

instrucciones;

}

</script>

* **Función definida en un <script> que es llamada desde otro distinto**:

<script>

function sumar()

{

instrucciones;

}

</script>

<script >

sumar();

</script>

* + En este caso es obligatorio que el bloque con la definición de la función este situado antes que del bloque donde se hace la llamada, si no, error.
* **Usando un enlace HTML**:
  + Cuando las funciones son sencillas se puede usar un enlace para llamarlas.
  + El enlace debe incluir el término JavaScript y la función dentro del atributo “href”.
  + Si se emplea JavaScript en los enlaces, para abreviar el código, el navegador lo trata como una URL, de modo que no debe haber espacios en blanco y, si son necesarios, se tienen que escapar (%20).
  + Sintaxis:
    - <a href = ”javascript: nombre de la función (argumentos o parámetros si lleva)”>Texto de enlace</a>
  + Ejemplos:
    - <a href = ”javascript: sumar()”>Calcular suma</a>
    - <a href="javascript:(function(){alert('Hola Mundo')})()">Mostrar mensaje</a>
    - <a href="javascript:void(window.open(‘https://www.renfe.com/es/es’));">Renfe</a>
* **Ejecutar la función al cargar la página web**:
  + Usar el atributo onload dentro de la etiqueta <body>
  + Sintaxis:
    - <body onload = ”nombre de la función (argumentos o parámetros si lleva);”>
  + Ejemplo:
    - <body onload = ”sumar ();”>
* **Ejecutar la función al producirse un evento.**
  + Ejemplo:

fuction pulsar()

{

alert(“¡Has pulsado el botón!”);

}

<input type =”button” name = “boton1” value = “Pulsar” onclick = “pulsar()”>

* **Recomendación**.
  + Evitar errores en llamadas a función haciendo lo siguiente:
  + Declarándolas todas al principio de la página dentro de <head>.
  + Incluir todas las funciones en un fichero externo, por ejemplo, con el nombre “funciones.js”.
  + Ejemplo:

En la página web A.html:

<script src = ”funciones.js”>

sumar();

restar();

</script>

En la página web B.html:

<script src = ”funciones.js”>

sumar();

dividir();

multiplicar();

</script>

<script>

dividir();

potencia()

</script>

* **Tipos de funciones**.
* **Sin retorno de datos y sin parámetros.**
  + Incorporan los valores literales con los que hacer las operaciones dentro del bloque de código de la función asignados a variables u otras estructuras de datos.
  + Si se quieren cargar los datos por teclado, la función prompt(), se incluye dentro del bloque de código de la función.
  + No devuelven ningún valor que haya que recoger en una variable fuera de la función**.**
    - Sintaxis:

function nombreFunción()

{

Instrucciones;

}

* Ejemplo:

function restar() // Valores literales.

{

let n1 = 4;

let n2 = 6;

document.write("El resultado de la resta es: " + (n1-n2) + "<br>");

}

function restar() // Con función prompt().

{

let n1 = prompt(“Introduce un número”;””);

let n2 = prompt(“Introduce otro número”;””);

document.write("El resultado de la resta es: " + (n1-n2) + "<br>");

}

* + - Llamada a la función:
      * restar(); // Sin parámetros y sin variable para cargar resultados retornados.
* **Sin retorno de datos y con parámetros.**
  + **Parámetro:**
    - Dato que recibe la función y que permite realizar las operaciones dentro de la misma.
    - Indican a una función los valores con los que tiene que operar.
    - Si no se incluyen, la función utiliza los valores fijos que se especifican en su bloque de instrucciones, y siempre hace lo mismo.
    - Se especifican dentro de los paréntesis de la función.
    - Se pueden incluir varios separados por comas.
    - Sintaxis:

function nombreFunción(nombre parámetro 1, nombre parámetro 2,…,nombre parámetro N)

{

Instrucciones;

}

* Ejemplo:

function sumar3(numero1, numero2, numero3)

{

document.write("El resultado de la suma es: " + (numero1+numero2+numero3) + "<br>");

}

* Paso de parámetros.
  + Para pasar parámetros a una función hay que incluir en los paréntesis de ésta un valor para cada uno de los parámetros separado por una coma.
  + Si se omite algún parámetro se inicializa con el valor “undefined”, a no ser que haya variables con valores ya dentro de la función.
  + Los valores deben incluirse en el mismo orden en el que están definidos los parámetros.
  + Valores como parámetros:
    - Valores literales, variables, expresiones aritméticas, funciones anidadas, objetos, etc.,
    - El parámetro se inicializa con dichos valores.
  + Carga de parámetros con el método prompt().
    - Se usa como valores en la llamada a una función las variables que ha cargado los datos por teclado.
  + Ejemplos:
    - Con valores literales:

function cliente(DNI, nombre)

{

document.write("Te llamas : “ + nombre + “ y tu DNI es el “ + DNI + "<br>");

}

cliente(“73423234V”, ”Pepe”); //Datos literales. Se pasan 2 cadenas de texto a la función que los mostrará concatenados.

…………………………………………………………………………………………….

function sumar3(numero1, numero2, numero3)

{

document.write("El resultado de la suma es: " + (numero1+numero2+numero3) + "<br>");

}

sumar3(7,9,5); //Datos literales. Se pasan 3 números a la función que los utilizará para sumarlo.

sumar3(17,90,55); // Ídem.

* + - Con valores cargados por teclado con prompt():

let a = parseInt(prompt("Intro un número",""));

let b = parseInt(prompt("Intro otro número",""));

let c = parseInt(prompt("Intro otro más número",""));

sumar3(a,b,c); // Datos dentro de variables cargadas por teclado.

* **Parámetros opcionales y valores por defecto**.
* Para que un parámetro sea opcional no puede ser el primero.
* Para que sea opcionales hay que asignarle un valor por defecto.
* Sólo pueden ser opcionales aquellos parámetros situados a la derecha del último que sea necesario para realizar las acciones de la función.
* Asignación de valores por defecto:
  + **Dentro del bloque de código**:
  + Se asigna el valor ente las llaves del bloque de código.
  + Sintaxis:

function nombre de la funcion(parámetro 1, parámetro 2,…, parámetro N)

{

if( typeof parametro2 == “undefined”)

{

parámetro 2 = valor por defecto;

}

instrucciones;

}

* Al llamar la función se pueden o no incluir los parámetros opcionales. Si se incluyen sus valores, son estos los que utiliza la función, si no, se utilizan los valores definidos como valores pro defecto.
  + Ejemplo:

function calcular (n1, n2, n3, n4)

{

if( typeof n3 == “undefined”)

{

n3 = 20;

}

if( typeof n4 == “undefined”)

{

n4 = 120;

}

return n1 + n2 + n3 + n4;

}

var a = calcular (20,50,70,30);

var b = calcular (30,50); Equivale a calcular (30,50,20,120);

* **Al definir los parámetros**.
* Se incluye el valor por defecto en la definición del parámetro dentro de los paréntesis de la función.
* Cualquier parámetro puede ser opcional.
* Sintaxis:

function nombre de la funcion(parámetro 1 = valor, parámetro 2= valor,…, parámetro N)

{

instrucciones;

}

* + Al llamar la función se pueden o no incluir los parámetros opcionales. Si se incluyen sus valores, son estos los que utiliza la función, si no, se utilizan los valores definidos como valores por defecto.
  + Se usan como parámetros los valores en el mismo orden en que se han incluido en la llamada a la función.
  + Ejemplos:

function calcular (n1=23, n2=4, n3=4, n4=8)

{

return n1 + n2 + n3 + n4;

}

var a = calcular (20,50,70,30);

var b = calcular (30,50); Equivale a calcular (30,50,4,8);

var c = calcular (); Equivale a calcular (23,4,4,8);

* + El orden de los valores es importante, porque si no se respeta pueden ocurrir errores:

function calcular (n1=23, n2, n3=4, n4)

{

return n1 + n2 + n3 + n4;

}

var a = calcular (20,50,70,30);

var b = calcular (30,50); //Error porque el cuarto parámetro se queda sin valor, al usar los valores en el mismo orden en el que se han especificado en la función.

* **Con retorno de datos y sin parámetros.**
* Si la función produce un resultado y se quiere utilizar después, hay que almacenar éste en una variable, constante, …
* Para devolver el valor se utiliza la instrucción **return**.
* Sintaxis**:**

function nombreFunción()

{

Instrucciones;

return valor a devolver;

}

* Llamada a la función**:**
  + Hay que crear una variable y usar una operación de asignación para que se cargue en ella el valor devuelto.
  + Sintaxis:
    - [var o let] variable que almacenara el valor devuelto = función();
  + Ejemplo:

function sumar()

{

var a = 7;

var b = 5;

return a+b;

}

var suma;

suma = sumar();

document.write(suma);

* **Con retorno de datos y con parámetros.**
* Si la función produce un resultado y se quiere utilizar después, hay que almacenar éste en una variable, constante, …
* Para devolver el valor se utiliza la instrucción **return**.
* Incluyen parámetros para pasar datos a la función.
* Sintaxis**:**

function nombreFunción(nombre parámetro 1, nombre parámetro 2,…)

{

instrucciones;

return valor a devolver;

}

* Llamada a la función**:**
* Hay que crear una variable y usar una operación de asignación para que se cargue en ella el valor devuelto.
* La función debe incluir obligatoriamente los valores para los parámetros con los que se ha definido.
* Sintaxis:
  + var variable que almacenara el valor devuelto = función (valores para los parámetros);
* Ejemplos:

function sumar3(a,b,c)

{

var d = a+b+c;

return d;

//return a+b+c;

}

Opción con datos literales:

var resultado1 = sumar3(7,9,5);

Opción con datos dentro de variables:

var a1 = parseInt(prompt("Intro un número",""));

var b1 = parseInt(prompt("Intro otro número",""));

var c1 = parseInt(prompt("Intro otro número más",""));

var resultado2 = sumar3(a1, b1, c1);

**Retorno de varios datos.**

* **Con Arrays.**
* En una función que devuelve datos cuando es ejecutada no se puede usar más de una instrucción return.
* Si se quisiera devolver más de un resultado calculado dentro una función, estos resultados deben incluirse en un array.
* Los resultados incluidos en el array pueden ser variables, datos literales, etc.
* Sintaxis:
  + Creando una variable que reciba los datos retornados:
    - var nombre del array = [resultado 1, resultado 2, … resultado N];
    - return nombre del array;
  + Sin crea variable que reciba los datos retornados:
    - return [resultado 1, resultado 2, … resultado N];
* Ejemplo:

function calcular(n1, n2)

{

let suma = n1 + n2;

let resta = n1- n2;

let resultados = [suma, resta];

return resultados;

//return [suma, resta];

}

let calculos = calcular(5,7);

document.write(“La suma es: “ + calculos[0]);

document.write(“La resta es: “ + calculos[1]);

* **Con return alternativos.**
* En este caso, solo se devuelve un resultado con return, pero puede haber varios de ellos que se ejecutan según se cumplan unas u otras condiciones.
* Ejemplo:

function comparar(n1, n2)

{

If (n1 >n2)

{

return “n1 es mayor”;

}

else If (n1 <n2)

{

return “n2 es mayor”;

}

else If (n1 == n2)

{

return n1 + n2;

}

}

**Resumen de llamadas a una función.**

* sumar(); // Llamada a función sin parámetros y sin retorno.
* sumar(8,4,”pepe”); // Llamada a función con parámetros y sin retorno.
* var a = sumar(); // Llamada a función sin parámetros y con retorno.
* var b = sumar(7,40,3,8,7,6,4,3,6,7,8,4,); // Llamada a función con parámetros y con retorno.

**Funciones anónimas - Variables como función.**

* Las funciones son un tipo más al declarar una variable.
* Se puede definir y almacenar el bloque de instrucciones dentro una variable y después ejecutarlo.
* El nombre de la variable será el nombre de la función.
* Las funciones creadas así tienen las mismas características que las creadas de otras formas (pueden tener o no parámetros y pueden o no retornar datos.).
* Uso frecuente como parámetro de otra función o dato a pasar como parámetro.
* Sintaxis:

var nombre = function (Con o sin parámetros)

{

instrucciones;

}

* Ejemplos:

var sumar = function (n1, n2)

{

return n1 + n2;

}

var restar = function ()

{

var n1 = 4;

var n2 = 2;

var n3 = n1 – n2;

document.write(“Resultado resta: “ + n3);

}

* Ejecución o llamada de una función anónima:
  + Igual que cualquier otra función.
  + Sintaxis:
    - nombre de la función (Con o sin parámetros);
    - var variable = nombre de la función (Con o sin parámetros);
  + Ejemplos:

restar();

var resultado;

resultado = sumar(4,2);

document.write(“Resultado suma: “ + resultado);

**Funciones flecha (arrow).**

* Forma abreviada de definir una función.
* Se elimina la palabra function y se añade = > antes de abrir las llaves.
* Las funciones flecha son siempre anónimas, por lo que hay que cargarlas en una variable.
* Consideraciones:
  + Si el cuerpo de la función sólo tiene una línea pueden omitirse las llaves {}.
  + Si el cuerpo de la función sólo tiene una línea puede omitirse return.
  + Si la función no tiene parámetros, se indica () = >
  + Si solo tiene un parámetro, se indica sólo el nombre del mismo sin paréntesis:
    - nombre parámetro = >
  + Si tiene 2 o más parámetros, se indican entre paréntesis:
    - (nombre parámetro 1, nombre parámetro 2, …, nombre parámetro N) = >
* Sintaxis de declaración:

var nombre = (Con o sin parámetros) =>

{

instrucciones;

}

* Ejemplos:

var sumar1 = (n1, n2) =>

{

return n1 + n2; // Al tener sólo una línea de código, return se puede quitar.

}

var sumar2 = (n1, n2) => n1 + n2 ;

var sumar3 = () =>

{

var n1 = 4;

var n2 = 3;

return n1 + n2;

}

var restar = () =>

{

var n1 = 4;

var n2 = 2;

var n3 = n1 - n2;

document.write(“Resultado resta: “ + n3);

}

var cuadrado = numero =>

{

var n1 = numero \*\*2;

document.write(“Resultado potencia: “ + n1);

}

* Ejecución o llamada de una función flecha:
  + Igual que cualquier otra función.
  + Sintaxis:
    - nombre de la función (Con o sin parámetros);
    - var variable = nombre de la función (Con o sin parámetros);
  + Ejemplos:

restar();

var resultado;

resultado = sumar1(4,2);

document.write(“Resultado suma: “ + resultado);

var suma3;

suma3 = sumar3();

document.write(“Resultado suma: “ + suma3);

**Funciones Callback (Llamada de nuevo).**

* Son funciones que se incluyen como argumento de otras funciones.
* La función que incluye en sus argumentos a una o varias funciones callback, se la denomina de *orden-superior*(*high-order*), y contiene las instrucciones que determinan cuando se ejecutará la función callback.
* Si la función callback no tiene parámetros, cuando se pasa como parámetro no se incluyen los paréntesis vacíos.
* Si la función callback tiene parámetros, cuando se pasa como parámetro, se incluyen éstos de la misma forma en otro tipo de funciones.
* Uso habitual en operaciones asíncronas.
* Sintaxis:
  + Nombre de la función de primer orden (función/es callback, otros argumentos si son necesarios);
* Ejemplo:

function soyUnaFuncionCallback()

{

documento.write("Función ejecutada transcurridos 2 segundos");

}

setTimeout(soyUnaFuncionCallback, 2000);

**Funciones predefinidas de JavaScript.**

* **isNaN(valor).**
  + Comprueba si un valor no es un número.
  + Resultados:
    - ***false***:
      * Si el valor es un número.
    - ***true***:
      * Si el valor no es un número.
  + Antes de comprobar el valor, se aplica la conversión automática implícita de tipos.
  + Sintaxis:
    - isNaN(valor)
      * El valor booleano se puede cargar en una variable.
      * valor:
        + Números.
        + “Textos”.
        + Variables.
        + Otros.
  + Ejemplos:
    - var a = 5;
    - var b = “1.8”;
    - var c = “hola”;
    - isNaN(a) // falso.
    - isNaN(60) // falso.
    - isNaN(b) // falso.
    - isNaN(c) // verdadero.
    - isNaN(“adiós”) // verdadero.
  + Se puede usar como operando en una condición para preguntar por el valor resultante.
    - (isNaN(valor) == ***false***) // Indica que valor es un número.
    - (isNaN(valor) == ***true***) // Indica que valor no es un número.
* **isInfinite(valor).**
* **decodeURI()**
  + Función complementaria a encodeURI().
  + Permite decodificar una URL previamente codificada con encodeURI() o que por defecto se muestra ya codificada.
  + Sintaxis:
    - var urldecodificada = decodeURI(“URL codificada”);
  + Ejemplos:
    - var miURL = decodeURI(“<https://www.sitio.com/enviar%20correo%20web.html>”);
    - var miURL = document.write("Direccion decodificada: " + decodeURI(fotos[2].src) + "<br>" );
* **encodeURI()**
  + Función complementaria a decodeURI().
  + Permite codificar una URL previamente decodificada con decodeURI() o que por defecto se muestra no codificada.
  + Caracteres de codificación:
    - Ver en https://es.wikipedia.org/wiki/C%C3%B3digo\_porciento
  + Sintaxis:
    - var urlcodificada = encodeURI(“URL codificada”);
  + Ejemplos:
    - var miURL = encodeURI(“[https://www.sitio.com/enviar correo web.html](https://www.sitio.com/enviar%20correo%20web.html)”);
    - var miURL = document.write("Direccion codificada: " + encodeURI(fotos[2].src) + "<br>" );

**CLASES U OBJETOS PROTOTÍPICOS EN JAVASCRIPT.**

**Tipos**.

* Creados por el usuario.
* Predefinidos:
  + Son los objetos nativos incluidos en JavaScript.
  + Tipos:
    - **Envoltorios o Wrappers**.
      * Se usan para los tipos predefinidos.
      * Boolean, String, Number, …
    - **Utilidades**.
      * Date, Math, RegExp, JSON, Object, Set, Map, …
    - **Vectores**.
      * Array.
    - **Características del navegador**.
      * navigator.
    - **Objetos DOM.**
      * window, document, frame, location, history, screen, …
      * **Objetos DOM de document**
      * Genéricos:
        + image, applet, link, form, …
        + Objetos de form - Formularios:

radio, button, textarea, ….

**CREACIÓN Y DEFINICIÓN DE OBJETOS (PROTOTÍPICOS O CLASES).**

**Con función constructora.**

* Tener claro que atributos o propiedades y funciones o métodos formaran parte del objeto.
* Definir un constructor.
* **Operadores para Objetos**:
  + **this**:
    - Se usa para hacer referencia los miembros o elementos de un objeto.
    - Se usa también para hacer referencia a un objeto.
    - Permite diferenciar entre parámetros o valores de parámetros y miembros (propiedades o métodos) del objeto.
* Sintaxis:
* Objeto sin parámetros en su constructor.

function nombre del Objeto()

{

Definición de propiedades;

Definición de métodos;

}

* Ejemplo:

function Coche()

{

this.marca ;

this.modelo;

this.color;

this.precio;

this.cilindrada;

this.acelerar = function()

{

document.write(“Estoy acelerando”)

}

this.frenar = function()

{

document.write(“Estoy frenando”)

}

this.cambiarMarcha = function(marcha)

{

document.write(“Cambiando de marcha”)

//return algo;

}

}

* Objeto con parámetros en su constructor.
  + También se crea automáticamente un constructor sin parámetros.

function nombre del Objeto(parámetro 1 o propiedad 1, parámetro2 o propiedad 2,…,parámetro N o propiedad N)

{

this.propiedad 1 = parámetro 1;

this.propiedad 2 = parámetro 2;

this.propiedad N = parámetro N;

this.metodo 1 = function (Pueden incluir o no parámetros)

{

instrucciones;

}

this.metodo 2 = function (Pueden incluir o no parámetros)

{

instrucciones;

}

this.metodo N = function (Pueden incluir o no parámetros)

{

instrucciones;

}

}

Ejemplo:

function Coche(marca, modelo, color, precio, cilindrada)

{

this.marca = marca;

this.modelo = modelo;

this.color = color;

this.precio = precio;

this.cilindrada = cilindrada;

this.acelerar = function()

{

document.write(“Estoy acelerando”)

}

this.frenar = function()

{

document.write(“Estoy frenando”)

}

this.cambiarMarcha = function(marcha)

{

document.write(“Cambiando de marcha”)

//return algo;

}

}

**Creación directa de una instancia – Objeto literal.**

* No es un constructor, ya que no se pueden crear instancias a partir de esta estructura.
* Es una especie de constructor de un solo uso.
* Sintaxis:
  + **Genérica**.

var nombre de la instancia u objeto =

{

Propiedad 1;

Propiedad 2;

Propiedad N;

método 1 = function (Pueden incluir o no parámetros)

{

instrucciones;

},

método 2 = function (Pueden incluir o no parámetros)

{

instrucciones;

},

método N = function (Pueden incluir o no parámetros)

{

instrucciones;

}

};

* **Específica**.

var nombre de la instancia u objeto =

{

Propiedad 1: valor,

Propiedad 2: valor,

Propiedad N: valor,

método 1: function (Pueden incluir o no parámetros)

{

instrucciones;

},

método 2: function (Pueden incluir o no parámetros)

{

instrucciones;

},

método N: function (Pueden incluir o no parámetros)

{

instrucciones;

}

};

* **Vacío**.
* Si se crea un objeto vacío después hay que asignar valores a propiedades y crear los métodos usando el operador punto.
* Sintaxis:
  + **Creación del objeto**:
    - var nombre de la instancia u objeto = {};
  + **Asignar valores**:
    - nombre objeto.propiedad = valor;
  + **Crear métodos**:

nombre objeto.metodo = function()

{

instrucciones;

}

* Ejemplo:

var persona2 = {};

persona2.nombre = "Juan";

persona2.apellidos = "Fernández García";

persona2.direccion = "C/ Toledo 12";

persona2.telefono = "123456789";

persona2.aficiones = "Bonsais";

persona2.mostrarDatos = function()

{

document.write(persona2.nombre + " " + persona2.aficiones+ "<br>");

document.write(persona2["apellidos"] + " " + persona2["telefono"]);

}

persona2.mostrarCodigo = function(n)

{

document.write("El código de " + persona2.nombre + " es el " + n + "<br>");

}

**Creación de una instancia usando el objeto Object.**

* Se crea un objeto vacío al que después hay que asignar valores a propiedades y crear los métodos usando el operador punto.
* Sintaxis:
  + **Creación del objeto**:
    - var nombre de la instancia u objeto = new Object();
  + **Asignar valores**:
    - nombre objeto.propiedad = valor;
  + **Crear métodos**:

nombre objeto.metodo = function()

{

instrucciones;

}

* Ejemplo:

var persona2 = new Object();

persona2.nombre = "Juan";

persona2.apellidos = "Fernández García";

persona2.direccion = "C/ Toledo 12";

persona2.telefono = "123456789";

persona2.aficiones = "Bonsais";

persona2.mostrarDatos = function()

{

document.write(persona2.nombre + " " + persona2.aficiones+ "<br>");

document.write(persona2["apellidos"] + " " + persona2["telefono"]);

}

persona2.mostrarCodigo = function(n)

{

document.write("El código de " + persona2.nombre + " es el " + n + "<br>");

}

**Creación de una instancia.**

* Se usa el operador new.
* Se crea una copia de un objeto con todas sus propiedades y métodos listos para usarse.
* Sintaxis:
  + var nombre de la instancia u objeto = new nombre del Objeto o Clase();
  + var nombre de la instancia u objeto = new nombre del Objeto o Clase (valor parámetro 1, valor parametro2,…, valor parámetro N);
  + var es opcional, y también puede usarse let, const para crear los objetos o instancias.
* Ejemplo:
  + var coche1 = new Coche();
  + var coche2 = new Coche(“Ford”, “Fiesta”, ”Azul”, 18000.00, “1800 c.c.”);
  + coche3 = new Coche();
  + const coche4 = new Coche();

**Acceso a los elementos de un objeto o instancia.**

* Se accede una propiedad para mostrar su valor o para asignárselo.
* Se accede a un método para ejecutarlo.

**Uso del operador punto (.)**

* Sintaxis:
  + nombre del objeto o instancia.propiedad;
  + nombre del objeto o instancia.metodo();
* Ejemplos:
  + Acceso a las propiedades para mostrar su contenido.
    - document.write(“la marca del coche es :” + coches1.marca);
    - document.write(“la marca del coche es :” + coches2.marca);
  + Acceso a las propiedades para asigna un valor.
    - coches1.marca = “Seat”;
    - coches2.precio = 20000.50;
  + Ejecutar o llamar a un método.
    - coches1.acelerar();
    - coches2.cambiarMarcha(“5ª”);
    - var marchaIntroducida = coches2.cambiarMarcha(“5ª”);

**Uso del operador corchetes[]**

* Sintaxis:
  + nombre del objeto o instancia[“propiedad”];
  + nombre del objeto o instancia[“método”]();
* Ejemplos:
  + Acceso a las propiedades para mostrar su contenido.
    - document.write(“la marca del coche es :” + coches1[“marca”]);
    - document.write(“la marca del coche es :” + coches2[“marca”]);
  + Acceso a las propiedades para asigna un valor.
    - coches1[“marca”]= “Seat”;
    - coches2[“precio”] = 20000.50;
  + Ejecutar o llamar a un método.
    - coches1[“acelerar”]();
    - coches2[“cambiarMarcha”](“5ª”);
    - var marchaIntroducida = coches2[“cambiarMarcha”](“5ª”);

**Otros operadores para objetos**.

**delete.**

* Elimina el dato de una propiedad o atributo.
* El dato es sustituido por el valor “undefined”.
* Sintaxis:
  + delete nombre objeto.propiedad;
* Ejemplo:
  + delete coche1.modelo;

**instanceof.**

* Indica si una instancia u objeto pertenece a una clase u objeto prototípico determinado.
* Para preguntar si una instancia forma parte de un objeto, ésta debe existir, aunque sea de un objeto distinto.
* Si se incluye concatenado a una cadena, deben ir entre paréntesis la instancia, el operador y el objeto.
* Devuelve true o false.
* Sintaxis:
  + Nombre objeto o instancia instanceof nombre clase u objeto prototípico.
  + “Cadena” + (Nombre objeto o instancia instanceof nombre clase u objeto prototípico) + “Cadena”.
* Ejemplo:
  + document.write(coche1 instanceof Coches); mostrará true si coche1 existe como instancia y es del tipo Coches.
  + document.write(coche1 instanceof Viajes); mostrará false si coche1 existe como instancia pero es de otro tipo diferente.
  + document.write(“El coche7 es una instancia de Viajes” + (coche7 instanceof Viajes)); mostrará false si coche7 existe como instancia.

**in**.

* Indica si una propiedad existe o no en la instancia u objeto.
* Devuelve true o false.
* También se puede buscar una propiedad en los objetos o clases predefinidos de Javascript.
* Sintaxis:
  + “propiedad” in nombre de la instancia u objeto.
* Ejemplo:
  + document.write(“marca” in coches1); mostrará true.
  + document.write(“marca” in viajes1); mostrará false.
  + document.write(“length” in String); mostrará true.

**Uso del Bucle for…in para recorrer un objeto.**

* Se usa la variable contadora para dar vueltas en el bucle y también como elemento miembro del objeto.
* Los elementos miembros (propiedades y métodos), se cargan en la variable contadora en el mismo orden en el que están declarados dentro de la definición del objeto.
* Sirve para recorrer cualquier objeto independientemente de cómo esté creado (constructor, objeto literal, etc.).
* Sintaxis:

var contadora o índice;

for (variable contadora o índice in nombre del array)

{

Instrucciones;

}

* Ejemplo**:**

function Datos()

{

this.nombre;

this.correo;

this.verDatos = function()

{

document.write(“nombre: “ +this.nombre + “ tu correo es “ + this.correo);

}

}

var cliente1 = new Datos(“Pepe”, “[pepe@gmail.com](mailto:pepe@gmail.com)”);

var cliente2 = new Datos(“Juan”, “juan[@gmail.com](mailto:pepe@gmail.com)”);

var i;

for (i in cliente1)

{

document.write(“En la propiedad “ + i + “ está el dato “ + cliente1[i]);

}

**CLASES U OBJETOS PROTOTÍPICOS DE JAVASCRIPT.**

**ARRAY**

* Estructura de datos que permite almacenar un conjunto de datos.
* Otros Nombre:
  + Vector, matriz, tabla o matriz unidimensional, lista o arreglo.
* Composición:
  + **Elementos**.
    - Cada dato del array.
  + **Índices**.
    - Hace referencia a la posición en que hay un dato en el array o un hueco donde almacenar un dato.
    - Primer índice = 0.
    - Último índice = N-1.
* **Constructores**:
  + **new Array();**
    - Crea un array vacío sin longitud.
    - Útil cuando no se conoce la longitud inicial del array.
    - Sintaxis:
      * var nombre del objeto array = new Array();
    - Ejemplo:
      * var menu = new Array();
  + **new Array(número);**
    - Crea un array vacío del número de posiciones especificadas, es decir, con la longitud indicada, pero con huecos o posiciones vacías.
    - Sintaxis:
      * var nombre del objeto array = new Array(número);
    - Ejemplo:
      * var menu = new Array(3);
  + **new Array(valor1, valor2,…,valor N);**
    - Crea un array con tantas posiciones como valores se hayan incluido como parámetros.
    - Cada posición o hueco se rellenará con el valor especificado en el mismo orden.
    - Sintaxis:
      * var nombre del objeto array = new Array(valor1, valor2,…,valor N);
    - Ejemplo:
      * var menu = new Array(“Paella”, ”Pollo al ajillo”, ”Flan”);
  + **[]** o [**valor1, valor2,…,valor N].**
    - No es un constructor, equivale a crear directamente una instancia literal,
    - Sintaxis:
      * var nombre del objeto array = [];
      * var nombre del objeto array = [valor1, valor2,…,valor N];
    - Ejemplos:
      * var menu = [];
      * var menu = [“Paella”, ”Pollo al ajillo”, ”Flan”];
      * var números = [10, 45.78,78, 90, 34.23, 89];

**Introducir elementos en un Array.**

* Uso del operador [].
* Si en una posición hay un dato
* Sintaxis:
  + nombre del array[índice] = valor;
* Ejemplos:

var menu = new Array(3);

menu[0] = “Paella”;

menu[1] = “Pollo al ajillo”;

menu[2] = “Flan”;

var menu = new Array(); // También valdría: var menu = [];

menu[0] = “Paella”;

menu[1] = “Pollo al ajillo”;

menu[2] = “Flan”;

menu[3] = “Natillas”;

menu[4] = “Arroz con leche”;

menú[5]= 22.50;

**Eliminar elementos de un Array.**

* Se asigna un valor nulo a su contenido.
* Se añade una cadena vacía.
* Sintaxis:

nombre del array[índice] = null;

nombre del array [índice] = “”;

**Acceso a elementos de un Array.**

* Para mostrar los elementos de un array u operar con su contenido.
* Sintaxis:
  + nombre del array[índice];
* Ejemplo:
  + document.write(“El primer plato de hoy es: “ + menu[0]);
  + var plato1 = menu[0];
  + document.write(“El primer plato de hoy es: “ + plato1);
  + var calculo = numeros[6] + numeros[20];

**Propiedades de Arrays.**

**length.**

* Única propiedad para los arrays.
* Muestra la longitud o número de posiciones de un array.
* Sintaxis:
  + nombre del array.length;
* Ejemplo:
  + document.write(“En el array menú hay “ + menu.length + “posiciones”);

**Métodos.**

**sort().**

* Muestra, ordenado alfabéticamente, el contenido de un array.
* Modifica el array al ordenarlo.
* Sintaxis.
  + nombre del array.sort();
* Ejemplo.
  + document.write(datos5.sort());

**join().**

* Muestra un listado de los valores que hay en el array intercalando el carácter separador que se le especifique.
* Si no se incluye un separador, se utiliza por defecto como separador la coma.
* Sintaxis:
  + nombre del array.join(“separador”);
* Ejemplo:
  + numeros.join(“/”);

**reverse();**

* Invierte el orden de los valores de un array.
* Modifica el array al invertir los valores.
* Sintaxis:
  + nombre del array.reverse();
* Ejemplo:
  + numeros.reverse();

**push();**

* Añade 1 o más valores al final de un array.
* Si se incluye push() dentro de document.write muestra el número total de elementos que tiene el array incluidos los nuevos.
* Sintaxis:
  + nombre del array.push(valor);
  + nombre del array.push(valor 1, valor 2,…, valor, N);
* Ejemplo:
  + var numeros = new Array(34,67,45);
  + numeros.push(20); Resultado 🡪 34, 67, 45, 20
  + numeros.push(20,10,50); Resultado 🡪 34, 67, 45, 20, 10, 50

**pop().**

* Elimina el último elemento de un array.
* Si se incluye pop() dentro de document.write muestra el valor del elemento a eliminar.
* Sintaxis:
  + nombre del array.pop();
* Ejemplo:
  + var numeros = new Array(34,67,45);
  + numeros.pop(); Resultado 🡪 34, 67

**unshift().**

* Añade 1 o más valores al principio de un array.
* Si se incluye unshift() dentro de document.write muestra el número total de elementos que tiene el array incluidos los nuevos.
* Sintaxis:
  + nombre del array.unshift(valor);
  + nombre del array.unshift(valor 1, valor 2,…, valor, N);
* Ejemplo:
  + var numeros = new Array(34,67,45);
  + numeros.unshift(20); Resultado 🡪 20, 34, 67, 45
  + numeros.unshift(20,10,50); Resultado 🡪 20, 10, 50, 34, 67, 45

**shift()**

* Elimina el primer elemento de un array.
* Si se incluye shift() dentro de document.write muestra el valor del elemento a eliminar.
* Sintaxis:
  + nombre del array.shift();
* Ejemplo:
  + var numeros = new Array(34,67,45);
  + numeros.shift(); Resultado 🡪 67,45

**indexOf().**

* Muestra el índice del elemento especificado.
* Si los datos son cadenas de caracteres se incluyen en el método con comillas.
* Si no existe, muestra el valor -1.
* Sintaxis:
  + nombre del array.indexOf(“valor”);
* Ejemplo:
  + var numeros = new Array(34,67,45);
  + numeros.indexOf(34); Resultado 🡪 0
  + numeros.indexOf(45); Resultado 🡪 2
  + numeros.indexOf(89); Resultado 🡪 -1

**splice().**

* Permite insertar, borrar o modificar los elementos de un array en una posición especifica.
* Sintaxis:
  + Eliminar:
    - nombre del array.splice(posición primer elemento a eliminar inclusive, número de elementos a eliminar);
  + Insertar eliminando elementos: (modifica sustituyendo).
    - nombre del array.splice(posición de inserción, número de elementos a eliminar, valor a insertar 1, valor a insertar 2,..valor a insertar N);
  + Insertar sin eliminar elementos: (Insertar desplazando y añadiendo delante los nuevos elementos).
    - nombre del array.splice(posición delante de la cual se insertarán los nuevos elementos, 0, valor a insertar 1, valor a insertar 2,..valor a insertar N);
* Ejemplo:

var colores = new Array("Rojo", "Verde", "Azul", "Violeta", "Naranja", "Amarillo", "Marrón");

document.write(colores.join()+ "<br>");

document.write(colores.splice(1,2,"Rosa","Blanco","Negro")+ "<br>"); //Se insertan los colores “Rosa","Blanco","Negro y se eliminan los colores "Verde", "Azul" (2 elementos a partir de la posición 1 a eliminar).

document.write(colores.splice(1,0,"Rosa","Blanco","Negro")+ "<br>"); //Se insertan los colores “Rosa","Blanco","Negro y no se eliminan otros colores, desplazándose los existente para dejar paso a los nuevos.

document.write(colores.splice(2,1)+ "<br>"); // Se elimina un color a partir de la posición 2 inclusive.

**slice().**

* Permite copiar un array o mostrar los elementos que se especifiquen.
* Sintaxis:
  + Copiar un array a una variable:
    - nombre del array.slice();
  + Mostar los valores de un array entre una posición inicial y otra final -1.
    - nombre del array.slice(posición inicial inclusive, posición final no incluida);
  + Mostar todos los valores de un array a partir de la posición especificada.
    - nombre del array.slice(posición inicial inclusive);

**concat().**

* Permite unir o concatenar un array a otro u otros.
* Al array que utilice la función, se le añaden a continuación de sus datos, los datos de los arrays a concatenar.
* Sintaxis:
  + nombre del array.concat(nombre array 1, nombre array 2,…..);
* Ejemplo:
  + let numeros1 = new Array(34,67,45);
  + let numeros2 = new Array(80,32,27);
  + let palabras = new Array(“Hola”, “Adiós”);
  + numeros1.concat(palabras); -> Resultado: 34,67,45, “Hola”, “Adiós”.
  + palabras.concat(numeros1); -> Resultado: “Hola”, “Adiós”, 34,67,45.
  + numeros1.concat(palabras, numeros2, “hola”,89); -> Resultado: 34,67,45, “Hola”, “Adiós”, 80, 32, 27,”hola”,89.

**includes().**

* Determina si un dato o elemento está incluido en el array especificado.
* Devuelve un valor booleano:
  + **true**.
    - Elemento incluido.
  + **false**.
    - Elemento no incluido.
* Sintaxis:
  + nombre del array.includes(valor o dato);
* Ejemplo:
  + let palabras = new Array(“Hola”, “Adiós”);
  + palabras.includes(“Hola”); -> Resultado: ***true***.
  + palabras.includes(“Buenos días”); -> Resultado: ***false***.

[**forEach()**](https://developer.mozilla.org/es/docs/Web/JavaScript/Reference/Global_Objects/Array/forEach)**.**

* Llama a la función pasada como parámetro para cada elemento del array.
* Funciona como un bucle.
* Sintaxis:
  + nombre del array.forEach(función a ejecutar por cada elemento);
* **Función pasada como parámetro**.
  + Sintaxis:

function nombre de la función (valor, índice, array)

{

ínstrucciones;

}

* + Parámetros**:**
    - **valor.**
      * Representa a cada valor o elemento contenido en el array.
      * Parámetro obligatorio.
    - **índice.**
      * Valor representa a los índices de los elementos contenidos en el array.
      * Parámetro opcional.
    - **array.**
      * Representa al array que está siendo recorrido.
      * Parámetro opcional.
  + Ejemplo:

var nombres = new Array (“Ana”, “Juan”, “Pepe”);

nombres.forEach(funcionArray);

function funcionArray(valor, índice)

{

document.write("En la posición " + indice + " está el nombre " + valor + "<br>");

}

**Recorrer un Array.**

**Mostrar todos los elementos de un Array.**

* Se puede recorrer un array y mostrar todos sus elementos utilizando su nombre sin índices.
* El contenido se muestra en una línea separándose cada elemento con una coma.
* Sintaxis:
  + document.write(nombre del array);
* Ejemplo:
  + var colores = new Array (“Rojo”, ”Verde”, ”Azul”);
  + document.write(“ el contenido del array colores es: “ + colores);

**Mostrar todos los elementos de un Array usando bucles.**

**Uso del Bucle for.**

* Se usa la variable contadora para dar vueltas en el bucle y también como índice para el array.
* Muestra el valor “undefined” en posiciones sin nada o vacías.
* Sintaxis:
  + Con propiedad length:

var contadora o índice;

for (indice = 0; índice < nombre del array.length; índice++)

{

document.write(nombre del array[índice]);

}

* Con valor conocido para la condición del bucle:

var contadora o índice;

for (indice = 0; índice < longitud del array; índice++)

{

document.write(nombre del array[índice]);

}

**Uso del Bucle for…in.**

* Se usa la variable contadora para dar vueltas en el bucle y también como índice para el array.
* No muestra posiciones vacías con valor “undefined”.
* Sintaxis:

var contadora o índice;

for (variable contadora o índice in nombre del array)

{

Instrucciones;

}

* Ejemplo**:**

let rios = new Array();

rios[0]="Ebro";

rios[2]="Guadalquivir";

var i;

for (i in rios)

{

document.write(“Rios:” + rios[i]);

}

Este bucle equivaldría a:

var i;

for (i = 0; i < rios.length; i++)

{

document.write(“Rios:”+ rios[i]);

}

**Uso del Bucle for…of.**

* Se usa la variable contadora para dar vueltas en el bucle y también como índice para el array.
* Muestra posiciones vacías con valor “undefined”.
* Los valores se muestran especificando sólo el nombre de la variable contadora.
* Los índices se muestran usando la función indexOf().
* Sintaxis:

var contadora o índice;

for (variable contadora o índice of nombre del array)

{

Instrucciones;

}

* Ejemplo**:**

var i;

for (i of numeros)

{

document.write(i); // Muestra datos contenidos en el array.

document.write(numeros.indexOf(i)); // Muestra índices del array.

}

**Uso de la función o método forEach().**

* Visto en la sección anterior de métodos de los arrays.

**Cargar datos en un array usando el método prompt.**

* Directamente:
  + nombre array [índice] = prompt(“Mensaje”,””);
  + Ejemplo:
    - colores[3] = prompt(“Intro un color”,””);
    - colores[10] = prompt(“Intro otro color”,””);
* Con bucle for:

var contadora o índice;

for (indice = 0; índice < nombre del array.length; índice++)

{

var nombre de variable que carga dato = prompt(“Mensaje”,””);

nombre del array[índice] = nombre de variable que carga dato;

//nombre del array[índice] = prompt(“Mensaje”,””); //Alternativa para no crear una variable.

}

document.write(nombre del array[índice]);

Ejemplo:

var datos4 = new Array (3);

var i, valor;

for (i=0; i<datos4.length; i++)

{

//valor = prompt("Introduce valor para el array","");

//datos4[i] = valor;

datos4[i] = prompt("Introduce valor para el array","");

document.write("En la posicion "+ i + " el valor del array es " + datos4[i] +"<br>");

}

* Con bucle for…of:
  + Carga los datos de forma temporal, éstos no se mantienen en el array.
  + Los datos introducidos sólo se muestran mientras se ejecuta le bucle.

var contadora o índice;

for (indice of nombre del array)

{

var nombre de variable que carga dato = prompt(“Mensaje”,””);

nombre del array[índice] = nombre de variable que carga dato;

//nombre del array[índice] = prompt(“Mensaje”,””); //Alternativa para no crear una variable.

document.write(nombre del array[índice]);

}

Ejemplo:

var datos4 = new Array (3);

var i, valor;

for (i of datos4)

{

//valor = prompt("Introduce valor para el array","");

//datos4[i] = valor;

datos4[i] = prompt("Introduce valor para el array","");

document.write("Elementos contenidos en el array " + datos4[i] +"<br>");

}

**UF1306. PRUEBAS DE FUNCIONALIDADES Y OPTIMIZACIÓN DE PÁGINAS WEB.**

**EXPRESIONES REGULARES.**

**Concepto.**

* Conjunto de caracteres que permiten construir un patrón.

**Utilidad.**

* Buscar patrones o coincidencias dentro de un texto o cadena.
* Comprobar si una cadena tiene un formato concreto. (DNI).
* Realizar una misma operación sobre un grupo determinado de palabras.
* Sustitución de caracteres.
* Crear funciones de validación.

**Formas de crear una expresión regular.**

* Definir un patrón literal que se puede o no almacenar en una variable.
  + var nombre = /patrón/;
* Utilizar la clase u objeto prototípico RegExp.
  + var nombre = new RegExp(“patrón”);

**CREACIÓN DE UNA EXPRESIÓN REGULAR CON PATRÓN LITERAL**

Se construye como una cadena de caracteres encerrada entre barras inclinadas.

Hay dos formas:

* **Patrón Simple.**
  + Texto o conjunto de caracteres para el que se buscan coincidencias directas en otro texto.
  + Ejemplo:
    - Texto:
      * “El pájaro saltó del nido”
    - Patrón:
      * /el/
    - Coincidencias:
      * Una porque los patrones distinguen mayúsculas de minúscula.
* **Patrones Complejos**.
  + Para crear patrones complejos y así ampliar o restringir su ámbito de acción se usan estructuras y caracteres especiales.
  + **Tipos según funcionalidad**.
  + **Caracteres de repetición o cuantificadores**.
    - Permiten que en el patrón algunos caracteres pueden repetirse un número determinado de veces.
    - Caracteres:
      * **Asterisco (\*).**
        + Indica que el carácter que le precede puede aparecer cero, una o más veces.
        + Ejemplo:

/mira\*/

Coincidencias:

mir, mira, miraa, miraaaaaa.

* + - * **Más(+).**
        + Indica que el carácter que le precede puede aparecer una o más veces.
        + Ejemplo:

/mira+/

Coincidencias:

mira, miraa, miraaaaaa.

* + - * **Interrogación (?).**
        + Indica que el carácter que le precede puede aparecer cero o una sola vez.
        + Ejemplo:

/mira?/

Coincidencias:

mir, mira.

* + - * **{número entero positivo}**
        + Indica que el carácter que le precede se debe repetir el número de veces especificado.
        + Ejemplo:

/mira{2}/

Coincidencias:

miraa.

* + - * **{número entero positivo,}**
        + Indica que el carácter que le precede se debe repetir el número de veces especificado o más veces.
        + Ejemplo:

/mira{2,}/

Coincidencias:

miraa, miraaaaaaaaaaa.

* + - * **{número entero positivo 1, número entero positivo 2}**
        + Indica que el carácter que le precede se debe repetir el número de veces definidos entre ambos números inclusive.
        + Ejemplo:

/mira{2,4}/

Coincidencias:

miraa, miraaa, miraaaa.

* + - * **Combinación de caracteres.**
        + En un único patrón o expresión se pueden incluir más de un carácter de repetición.
        + Ejemplo:

/mi+ra\*/

La i puede repetirse 1 o más veces.

La “a” puede repetirse ninguna, 1 o más veces.

Coincidencias:

mir, miir, mira, miraaaa

* + **Caracteres especiales.**
    - Para que JavaScript puede reconocerlos se deben incluir con un carácter de escape (\), escrito antes que el carácter a escapar.
    - Caracteres:
    - **\n**
      * Salto de línea.
      * Ejemplo:
        + /hola\n adiós/
    - **\t**
      * Tabulador.
      * Ejemplo:
        + /hola\t adiós/
    - **\r**
      * Retorno de carro.
      * Salto a la primera posición de una línea.
      * Ejemplo:
        + /hola\r adiós/
    - **\v**
      * Tabulador vertical.
      * Ejemplo:
        + /\vhola /
    - **\uxxxx**
      * Coincidencia con el carácter Unicode definido por código de 4 dígitos hexadecimales representados por xxxx.
      * Página con todos los valores Unicode:
        + <https://unicode-table.com/es/>
      * Ejemplo:
        + /\u00f1/ representa al carácter ñ.
    - **\b**
      * Separador de palabra que puede ser un espacio en blanco o un salto de línea.
      * Ejemplo:
        + /Java\b Script/
        + Java seguido de un espacio en blanco o salto de línea y Script.
      * También se puede utilizar para indicar que un texto empiece o termine por los caracteres especificados.
      * Ejemplo:
        + var patron5A = /or\b/; Texto que termine por “or”.
        + var patron5B = /\borde/; Texto que empiece por “orde”.
        + var texto5bis = "ordenador"; //Coincidencia con patron5A y con el patron5B.
        + var texto5bis = "elordenador"; //Sin coincidencias con patron5B y si con patron5A.
    - **\B**
      * Separador de palabra con un carácter que no sea un espacio en blanco o un salto de línea.
      * Ejemplo:
        + /Java\BScript/
        + Coincidencias:

JavaScript , Java8Script, Java\*Script,…

* + - **Punto(.)**
      * Comodín.
      * Cualquier carácter excepto un salto de línea.
      * Ejemplo:
        + /.s/
        + Coincidencias:

as, es, 3s, -s

* + - **\s**
      * Carácter de separación que representa a tabulador, espacio o salto de línea.
      * Ejemplo:
        + /Java\sScript/
        + Coincidencias:

Java Script, Java Script, Java [Salto Línea] Script

**\S**

* + - * Cualquier carácter de separación que no sea un tabulador, espacio o salto de línea.
      * Ejemplo:
        + /Java\SScript/
        + Coincidencias:
        + Java9Script, Java/Script, Java\*Script, JavazScript.
    - **\d**
      * Digito entre 0 y 9.
      * Ejemplo:
        + /Java\dScript/
        + Coincidencias:

Java9Script, Java7Script, Java6Script.

* + - **\D**
      * Carácter separador que no sea un digito.
      * Ejemplo:
        + /Java\DScript/
        + Coincidencias:

Java\_Script, Java-Script, Java,Script.

* + - **\w**
      * Cualquier carácter alfanumérico (letras, números y guion de subrayado), como separador.
      * Ejemplo:
        + /Java\wScript/
        + Coincidencias:

JavanScript, JavaMScript, Java7Script, Java\_Script.

* + - **\W**
      * Cualquier carácter que no sea un alfanumérico o un guion de subrayado.
      * Ejemplo:
        + /Java\WScript/
        + Coincidencias:

Java-Script, Java/Script, Java Script.

* + - **Combinaciones de varios caracteres especiales**.
      * Se pueden combinar o repetir varios caracteres especiales en un patrón.
      * Ejemplo:
        + /\d\d-\d\d-\d\d\d\d/
        + /\w\w\w\w/
      * Coincidencia:
        + Una fecha como 23-07-1999.
        + java, Java, JAVA, ja7a, Luis, Pep\_
  + **Agrupación de valores.**
    - Permiten encontrar coincidencias con palabras que son muy similares, pero que se diferencia en una pequeña parte.
    - Caracteres:
    - **[xxx]**
      * Coincidencia con uno solo de los caracteres especificados entre corchetes.
      * Se pueden usar guiones para separar los extremos de un rango de caracteres contiguos
      * Ejemplos:
        + /[abc]a/ equivale a /[a-c]a/
        + /[pmr]alo/
        + /[m-z]aes/
        + /[a-zA-Z0-9]ma/
        + /gat[ao]/
        + /pa[lt]o/
        + /[a-z][0-3][f-t]mod/
        + /[a-z]{7}/
      * Coincidencias:
        + aa, ba, ca.
        + malo, palo, ralo.
        + maes, zaes, taes,
        + ama, Ama, 0ma, 6ma, Zma.
        + gato, gata.
        + palo, pato.
        + t2gmod es válido, a9tmod no es válido.
        + djhassf es válido, dfdj no es válido, dfr342k no es válido.
    - **[^xxx]**
      * Coincidencia con caracteres que no sean los especificados entre corchetes.
      * Se pueden usar guiones para separar los extremos de un rango de caracteres contiguos
      * Ejemplos:
        + /[^abc]a/ equivale a /[^a-c]a/
        + /[^pmr]alo/
        + /[^m-z]aes/
        + /[^a-zA-Z0-9]ma/
        + /gat[^ao]/
        + /pa[^lt]o/
      * Coincidencias:
        + ta, va, na.
        + valo, aalo, talo.
        + caes.
        + +ma, \*ma, /ma.
        + gati, gatu.
        + paro, paso.
    - **[x|y]**
      * Equivale al operador O lógico.
      * Coincidencia con x o y, pero no con los dos**.**
      * Ejemplos:
        + /gat[a|o]/
        + /gata|o/
      * Coincidencia:
        + gato, gata.
        + gata, gato, o.
  + **Caracteres de posición.**
    - Permiten especificar en qué posición debe existir la coincidencia con el patrón.
    - Caracteres:
      * **Acento circunflejo (^).**
        + Hace que el patrón tenga que coincidir desde el inicio de la palabra o línea.
        + Se coloca al inicio del patrón fuera de corchetes.
        + Ejemplo:

/^b/

/^bu/

/^[buú]/

* + - * + Coincidencias:

buenos, buenos días, borrador (primer ejemplo).

buenos, buenos días (segundo ejemplo).

buenos, únicos, unidos (tercer ejemplo).

* + - * **Dólar ($).**
        + Hace que el patrón tenga que coincidir desde el final de la palabra o línea.
        + Se coloca al final del patrón fuera de corchetes.
        + Ejemplo:

/a$/

/as$/

/[er]$/

* + - * + Coincidencias:

casa, terraza (primer ejemplo).

buenas, personas (segundo ejemplo).

presidente, leer, comer (tercer ejemplo).

* + - * **(?=n)**
        + Hace que el patrón coincida con cualquier palabra que tenga la cadena **n** a continuación.
        + **n** puede ser una palabra un carácter u otro patrón.
        + Siempre va encerrado en te paréntesis.
        + Ejemplo:

/gat(?=o)/

/ gato(?= bonito)/

/gat(?=[ao])/

* + - * + Coincidencias:

gato (primer ejemplo).

gato bonito.

gato, gata.

* + - * **(?!n)**
        + Hace que el patrón no coincida con cualquier palabra que tenga la cadena **n** a continuación.
        + **n** puede ser una palabra un carácter u otro patrón.
        + Siempre va encerrado entre paréntesis.
        + Ejemplo:

/gat(?!o)/

/ gato(?! bonito)/

/gat(?![ao])/

* + - * + Coincidencias:

gata (primer ejemplo).

gato blanco.

gatu.

* + **Modificadores (flags o banderas).**
    - Modifican algunas características al buscar coincidencias.
    - Se escriben al final después de /.
    - Se pueden usar.
    - Caracteres:
      * **g**
        + Fuerza a que se sigan buscando coincidencias después de encontrar la primera.
        + Ejemplo:

/ja/g

* + - * + Coincidencias:

ja, jajeja, Jajeja, jamón, jarra.

* + - * **i**
        + Elimina la distinción entre mayúsculas y minúsculas.
        + Ejemplo:

/ja/i

* + - * + Coincidencias:

ja, jajeja, Jajeja, jamón, Jarra, alhaJa.

* + - * **s**
        + Permite que el carácter especial punto (.) pueda ser un salto de línea.
        + Ejemplo:

/orde.nador/s

* + - * + Coincidencias:

orde

nador

* + - * **x**
        + Fuerza a que los espacios en blanco sean ignorados.
        + Ejemplo:

/buenos días/x

/buenos días/x

/buenos días/x

/buenosdías/x

* + - * + Coincidencias:

buenosdías

* + - * **m**
        + Permite usar el patrón en varias líneas.
        + Busca en cadenas con retorno de carro.
        + Ejemplo:

/buenos/m

* + - * + Coincidencias:

buenos (línea 1).

buenos (línea 3).

* + **Paréntesis**.
    - Permiten agrupar caracteres que serán tratados como un bloque.
    - Con el objeto RegExp sirven también para recuperar el valor de cada bloque.
    - Se pueden crear varios bloques usando varios paréntesis.
    - Otros caracteres especiales se pueden aplicar a los bloques para modificar la funcionalidad del conjunto.
    - Utilidad:
      * Usar un patrón para reemplazar texto.
    - Ejemplo:
      * /sum(ar)+/
      * /sum(ar)?/
      * /(sum)+(ar)+/
      * /ja+/
      * /(ja)+/
    - Coincidencias.
      * sumar, sumarar, sumararar.
      * sum, sumar.
      * sumar, sumsumar,sumsumsumarar.
      * ja, jaa, jaaa.
      * ja, jaja, jajaja.
* **Expresiones regulares útiles.**
  + **/\d{9}/** Número de teléfono**.**
  + **/\d{8}[a-zA-Z]/** DNI.
  + **/\d{2}-\d{2}-\d{4}/** Fecha (dd-mm-aaaa / mm-dd-aaaa)**.**
  + **/[0-3]\d-[0|1]\d-\d{4}/** Fecha (dd-mm-aaaa)**.**
  + **/^(0[0-9]|1[0-2]|2[0-3]):([0-5]\d)(:([0-5]\d))?$/** Hora (hh:mm:ss formato 24 horas con y sin segundos)**.**
  + **/^(0[0-9]|1[0-2]):([0-5]\d)(:([0-5]\d))?$/** Hora (hh:mm:ss formato 12 horas con o sin segundos)**.**

**CREACIÓN DE UNA EXPRESIÓN REGULAR CON EL OBJETO RegExp.**

* Se usa para trabajar con expresiones regulares.
* Constructor.
  + Permite crear una instancia que contendrá la expresión regular o patrón a aplicar a un texto.
  + Sintaxis:
    - var nombre instancia patron = new RegExp(“patrón”, “modificadores”);
    - Patrón.
      * Cadena que representa la expresión regular sin barras (/), y entre comillas.
      * También puede ser una variable que contenga la expresión.
    - Modificadores:
      * Son opcionales.
      * Son g, i, s, m, x.
    - Si se usan caracteres especiales en la cadena, hay que introducirlos con doble barra inclinada como, por ejemplo, [\\d](file:///\\d) en lugar de \d.
  + Ejemplos con patrón literal:
    - var patron1 = new RegExp(“hola+”); hola,holaa,holaa.
    - var patron2 = new RegExp(“hola+”,”i”);Hola, HOLA, holAAA.
    - var patron3 =new RegExp(“^A”); Que empiecen por A.
    - var patron4 =new RegExp(”\\d\\d”); Números de 2 dígitos: 22, 67, 45.
    - var patron5 =new RegExp(”\\d{2}-\\d{2}-\\d{4}”); Fecha: 23-09-2021.
  + Ejemplos con patrón literal en una variable:
    - var exp;
    - exp = /[a-z]t/;
    - var patron6 =new RegExp(exp); Palabras de 2 letras minúsculas: at, rt, mt.
    - var patron7 =new RegExp(exp,”i”); Palabras de 2 letras sin distinguir mayúsculas-minúsculas: at, rt, mt, AT, aT.
* Propiedades.
  + La mayor parte se centrar en comprobar si los modificadores especificados en el constructor están o no activados.
  + Sintaxis:
    - nombre instancia.propiedad;
  + Propiedades:
    - **global**.
      * Indica si el modificador “g” está activo en el patrón.
    - **ignoreCase**.
      * Indica si el modificador “i” está activo en el patrón.
    - **multiline.**
      * Indica si el modificador “m” está activo en el patrón.
    - **flags.**
      * Devuelve una cadena con los modificadores presentes en el constructor.
    - **source**.
      * Devuelve la cadena correspondiente al patrón escrito.
    - **index.**
      * Representa la posición (índice), dentro del texto, donde empieza el primer carácter de la coincidencia encontrada.
      * Por defecto valor 0.
      * Se actualiza automáticamente tras usar un método de búsqueda de RegExp si se tiene activado el modificador “g”.
      * También se puede asignar un valor manualmente.
      * Debe incluirse junto con el método exec y el patrón de búsqueda:
        + patron.exec(texto).index;
    - **lastIndex.**
      * Representa la posición (índice), dentro del texto, del último carácter de la coincidencia encontrada.
      * Por defecto valor 0.
      * Se actualiza automáticamente tras usar un método de búsqueda de RegExp si se tiene activado el modificador “g”.
      * También se puede asignar un valor manualmente.
    - **dotAll**.
      * Indica si el carácter de punto (.) del patrón de una expresión normal coincide con un salto de línea (\n).
      * Hay que incluir el modificador “s” en la expresión para que se obtenga un valor verdadero.
* Métodos.
  + Permiten probar si existen coincidencias de un patrón dentro de un texto.
  + Sintaxis:
    - nombre instancia.metodo();
  + Métodos:
    - **test().**
      * Permite aplicar el patrón sobre el parámetro “texto” o la variable que lo contenga.
      * Muestra verdadero o falso según si hay o no coincidencia.
      * Sintaxis:
        + patron.test(“texto”);
        + patron.test(variable con texto);
      * Ejemplos con variables y sin objeto:
        + var palabras = ”Hola”;
        + var patron = /la/gi;
        + document.write(“¿Hay coincidencia?” + patron.test(“Hola”));
        + document.write(“¿Hay coincidencia?” + patron.test(palabas));
      * Ejemplos con variables y con objeto:
        + var palabras = ”Hola”;
        + var patron = /la/gi;
        + var expresion = new RegExp(patron);
        + document.write(“¿Hay coincidencia?” + expresion.test(palabras));
      * Ejemplos sin variables y con objeto:
        + var expresion = new RegExp(“la”,”gi”);
        + //document.write(“¿Hay coincidencia?” + expresion.test(“Hola”));
      * Ejemplos con if..else, variables y sin objeto:

var patron = /la/;

var texto = "la cigala";

if (patron.test(texto))

{

document.write("Si");

}

else

{

document.write("No");

}

* + - * Ejemplos con if..else, variables y con objeto:

var patron = /la/;

var texto = "la cigala";

var expresion = new RegExp(patron);

if (expresion.test(texto))

{

document.write("Si");

}

else

{

document.write("No");

}

* + - **exec().**
      * Permite aplicar el patrón sobre el parámetro “texto” o la variable que lo contenga para mostrar:
        + null, si no hay coincidencia.
        + La primera coincidencia, si la hay.
        + Para mostrar más coincidencias hay que usar el modificador “g”.
        + Si “g” está activo, actualiza la propiedad lastIndex y deja todo preparado para que la siguiente ejecución del método exec() comience en esa posición y así, a partir de ella busque una nueva coincidencia.
      * Sintaxis:
        + patron.exec(“texto”);
        + patron.exec(variable con texto);
      * Ejemplo:

var patron = new RegExp(“A”,”gi”);

document.write(patron.exec(“Hola Adiós”)); Encuentra la letra a.

document.write(patron.lastIndex); Muestra índice 4.

document.write(patron.exec(“Hola Adiós”)); Encuentra la letra A.

document.write(patron.lastIndex); Muestra índice 6.

document.write(patron.exec(“Hola Adiós”)); Sin coincidencias, muestra null.

document.write(patron.lastIndex); Muestra índice 0.

**CLASE U OBJETO PROTOTÍPICO String.**

* Permite realizar diversas operaciones sobre cadenas de caracteres.
* Constructor.
  + Permite crear una instancia que contendrá una cadena de caracteres.
  + Sintaxis:
    - var nombre del objeto u instancia = new String(valor);
    - Valor:
      * Cadena de caracteres (texto, patrón, expresión regular, etc.) que se pasará al objeto creado.
      * Si se omite el valor, se crea una cadena vacía.
  + Ejemplos:
    - var texto1 = new String (); Cadena vacía.
    - var texto2 = new String (hola); “hola”.
    - var texto3 = new String (20); “20”.
    - var texto4 = new String (false); “false”.
* Propiedades.
  + **length**.
    - Muestra el número de caracteres que tiene la cadena, incluidos espacios en blanco y caracteres especiales.
    - Sintaxis:
      * nombre del objeto u instancia.length;
      * variable con cadena de caracteres.length;
      * “texto literal”.length;
    - Ejemplos:
      * document.write(texto1.length); Muestra 0.
      * texto1 = “adiós”;
      * document.write(texto1.length); Muestra 5.
      * document.write(texto2.length); Muestra 4.
      * document.write( “hola”.length); Muestra 4.
* Métodos.
  + **match():**
    - Busca las coincidencias de un patrón o expresión regular dentro de un texto y las devuelve en forma de array o con el valor **null** si no hay ninguna.
    - Sintaxis:
      * texto.match(patrón);
      * texto.match(variable con el patrón);
      * var variable o array con coincidencias = texto.match(patrón);
      * var variable o array con coincidencias = texto.match(variable con el patrón);
    - Ejemplos:
      * var texto = new String (“Coche”);
      * var patron=/a/;
      * document.write (texto.match(/a/)); Devuelve null.
      * document.write(texto.match(/c/)); Devuelve c minúscula que se puede almacenar en una variable o en un array.
      * document.write(texto.match(/c/gi)); Devuelve C y c que se pueden almacenar en un array.
      * var coincidencias = texto.match(/c/gi);
      * document.write (coincidencias); Devuelve C, c.
      * document.write (coincidencias[1]); Devuelve c.
      * document.write (coincidencias.length); Devuelve 2.
      * texto = “Coche de carreras”;
      * document.write (coincidencias.length); Devuelve 3.
      * for(var i = 0; i < 2; i++)// Correcto si no hay cambios en los textos que muestren más o menos coincidencias.
      * for(var i = 0; i < coincidencias.length; i++)

{

document.write (coincidencias[i]);

}

* **search().**
  + Devuelve el índice o posición donde está la primera ocurrencia del patrón, tras comprobar si existe en el texto.
  + Primer índice es el 0.
  + Si no hay coincidencias devuelve -1.
  + No permite búsquedas globales (g).
  + Sintaxis:
    - texto.search(patrón);
    - texto.search(variable con el patrón);
    - var variable para el índice = texto.search(patrón);
    - var variable para el índice = texto.search(variable con el patrón);
  + Ejemplos:
    - var texto = "Esta Mancha no mancha";
    - var patron1 = /mancha/;
    - var patron2 = /Mancha/;
    - var patron3 = /mancha/gi;
    - var patron4 = /manta/;
    - var busqueda1 = texto.search(patron1); Devuelve 15.
    - var busqueda2 = texto.search(patron2); Devuelve 5.
    - var busqueda3 = texto.search(patron3); Devuelve 5.
    - var busqueda4 = texto.search(patron4); Devuelve -1.
* **replace().**
  + Realiza una búsqueda y si encuentra una coincidencia se produce un reemplazo.
  + Si no hay coincidencias no modifica el texto.
  + Si se usa el modificador g se reemplazan todas las coincidencias que haya en el texto.
  + Si no se usa el modificador g se reemplaza sólo la primera coincidencia encontrada en el texto.
  + Sintaxis:
    - texto original.replace(búsqueda, reemplazo).
    - var variable con texto modificado = texto original.replace(búsqueda, reemplazo).
    - Parámetros:
      * Búsqueda.
        + Texto, expresión regular o patrón.
      * Reemplazo.
        + Texto literal, variable con texto literal, objeto de tipo String o función.
* **split().**
  + Divide una cadena en un subconjunto de cadenas (subcadenas).
  + Las subcadenas se guardan en un array.
  + Sintaxis:
    - texto.split (separador, límite);
    - var nombre de un array = texto.split (separador, límite);
  + parámetros:
    - **separador**.
      * Carácter, espacio en blanco, expresión regular o patrón, o texto que actúa como delimitador de las subcadenas.
      * Si no hay separador o delimitador en la cadena, se devuelve un array con la cadena completa.
    - **límite**.
      * Opcional.
      * Es un numero entero.
      * Si se incluye se devuelven tantas subcadenas como se indique con el número.
* **toLowerCase().**
  + Muestra un texto en minúsculas.
  + Sintaxis:
    - nombre del objeto u instancia.toLowerCase();
    - variable con cadena de caracteres.toLowerCase();
    - “texto literal”. toLowerCase();
    - función().toLowerCase();
  + Ejemplos:
    - var texto = “La catedral de Burgos”;
    - document.write (texto.toLowerCase()); Devuelve “la catedral de burgos”.
    - var frase = prompt(“Escribe un texto”,””). toLowerCase();
* **toUpperCase().**
  + Muestra un texto en mayúsculas.
  + Sintaxis:
    - nombre del objeto u instancia.toUpperCase();
    - variable con cadena de caracteres. toUpperCase();
    - “texto literal”. toUpperCase();
    - función().toUpperCase();
  + Ejemplos:
    - var texto = “La catedral de Burgos”;
    - document.write (texto.toUpperCase()); Devuelve “LA CATEDRAL DE BURGOS”.
    - var frase = prompt(“Escribe un texto”,””). toUpperCase();
* **charAt()**.
  + Muestra el carácter especificado como parámetro.
  + El parámetro representa la posición que se especifica mediante un numero entero empezando por 0.
  + Si no se especifica muestra el carácter de la posición 0.
  + Si la posición tiene un valor no válido muestra una cadena vacía.
  + Sintaxis:
    - nombre del objeto u instancia.charAt(posición);
    - variable con cadena de caracteres. charAt(posición);
    - “texto literal”. charAt(posición);
  + Ejemplos:
    - var texto = “La catedral de Burgos”;
    - document.write (texto.charAt(0)); Devuelve “L”.
    - document.write (texto.charAt(8)); Devuelve “r”.
* **concat().**
  + Une las cadenas pasadas como parámetro.
  + Equivale al operador de concatenación +.
  + Sintaxis:
    - nombre del objeto u instancia.concat(cadena1, cadena2,…,cadena N);
    - variable con cadena de caracteres. concat(cadena1, cadena2,…,cadena N);
    - “texto literal”. concat(cadena1, cadena2,…,cadena N);
  + Ejemplos:
    - var texto = “La catedral de Burgos”;
    - document.write (texto.concat(“ y la de Cuenca”));
* **includes().**
  + Devuelve un valor booleano (true, false).
  + Indica si un texto está incluido en otro texto.
  + Sintaxis:
    - nombre del objeto u instancia.includes(texto a buscar, posición);
    - variable con cadena de caracteres. includes(texto a buscar, posición);
    - “texto literal”. includes(texto a buscar, posición);
    - Posición:
      * Valor de posición a parir de la cual se iniciará la búsqueda.
      * Es opcional.
      * Valor por defecto el 0.
  + Ejemplos:
    - var texto = “La catedral de Burgos”;
    - document.write(texto.includes(“catedral”)); Devuelve true.
    - document.write(texto.includes(“catedral”,10)); Devuelve false.
* **indexOf() / lastIndexOf().**
  + Muestra la posición de la primera coincidencia(indexOF()), o última coincidencia (lastIndexOf()), de un texto dentro de una cadena.
  + Sintaxis:
    - nombre del objeto u instancia.indexOf(texto, inicio);
    - variable con cadena de caracteres. indexOf(texto, inicio);
    - “texto literal”. indexOf(texto, inicio);
    - nombre del objeto u instancia.lastindexOf(texto, hasta posición indicada);
    - variable con cadena de caracteres.lastindexOf(texto, hasta posición indicada);
    - “texto literal”. lastindexOf(texto, hasta posición indicada);
    - Texto:
      * Carácter o conjunto de caracteres.
      * Si no se encuentra devuelve -1.
      * Primer carácter de la cadena el 0.
    - Inicio:
      * Valor opcional, por defecto un 0.
      * Indica posición por la que empezar a buscar.
  + Ejemplos:
    - var texto = “JavaScript”;
    - texto.indexOf(“a”); Devuelve 1.
    - texto.indexOf(“a”,2); Devuelve 3.
    - texto.indexOf(“Script”); Devuelve 4.
    - texto.indexOf(“T”); Devuelve -1.
    - texto.lastIndexOf(“a”); Devuelve 3.
    - texto.lastIndexOf(“Script”); Devuelve 4.
    - texto.lastIndexOf(“R”); Devuelve -1.
* **substring().**
  + Muestra la cadena de caracteres ubicada ente una posición inicial y otra final.
  + Sintaxis:
    - nombre del objeto u instancia.substring(inicio inclusive, fin exclusive);
    - variable con cadena de caracteres.substring(inicio inclusive, fin exclusive);
    - “texto literal”. substring (inicio inclusive, fin exclusive);
    - Si no se incluye el valor final, muestra la cadena entera o la cadena entera a partir del inicio especificado.
    - Si no se incluye ningún valor como parámetro equivale a la posición inicial cero.
  + Ejemplos:
    - var texto = “JavaScript”;
    - texto.substring(0); Devuelve JavaScript.
    - texto.substring(0,2); Devuelve Ja.
* **repeat().**
  + Crea una cadena repitiendo, el número de veces que se indique, el contenido del objeto o variable con el texto.
  + Sintaxis:
    - nombre del objeto u instancia.repeat(número de repeticiones);
    - variable con cadena de caracteres.repeat(número de repeticiones); “texto literal”. repeat(número de repeticiones);
    - Si el valor es cero o no se incluye ningún valor, muestra una cadena vacía.
  + Ejemplos:
    - var texto = “JavaScript”;
    - texto.repeat(); Devuelve “ “.
    - texto.repeat(2); Devuelve JavaScript JavaScript
* **trim().**
  + Elimina espacios en blanco en una cadena ubicados al principio o al final de ésta.
  + Sintaxis:
    - nombre del objeto u instancia.trim();
    - variable con cadena de caracteres.trim();
    - “texto literal”. trim();
  + Ejemplos:
    - var texto = “ JavaScript ”;
    - texto.trim(); Devuelve “JavaScript “.

**FUNCIONES DE VALIDACIÓN.**

* Funciones que incluyen patrones o expresiones regulares.
* Pueden usarse bajo cualquier condición, pero es común que se llamen o ejecuten en respuesta a un evento.
* Se crean normalmente para validar formularios.
* Objetivos:
  + Evitar errores en los datos enviados.
  + Evitar modificaciones del código JavaScript malintencionadamente cuando la validación se realiza en el lado cliente.
* Sintaxis:
  + Hay varias formas construir una función de validación, todo dependerá de qué deberá hacer ésta, por ejemplo:
  + opción 1:

function nombre de la función (Con o sin parámetros)

{

var variable = valor; // var variable = métodos get();

var patron = expresión regular; // var patron = new regExp(expresión regular);

return patron.test(variable);

}

* + opción 2:

function nombre de la función (Con o sin parámetros)

{

let variable = valor; // let variable = métodos get();

let patron = expresión regular; // let patron = new regExp(expresión regular);

if(condición o condiciones a evaluar)

{

instrucciones;

}

else if (condición o condiciones a evaluar) (opcional)

{

instrucciones;

}

.

.

else (opcional)

{

instrucciones;

}

}

* **Variable**.
  + La variable permite cargar un valor literal, un valor introducido por teclado, un valor producido por la ejecución de una función, un valor extraído del contenido de la página web, etc.
  + El contenido de dicha variable será el evaluado usando una expresión regular.
* **Patrón**.
  + Variable u objeto regExp donde se carga la expresión regular.
  + La expresión regular también puede utilizarse de forma literal.
* **Método test()** .
  + Este método en la función permite comprobar la validez del contenido de la variable respecto de la expresión regular.
  + Se puede retornar el resultado del método (verdadero o falso), para que con una expresión condicional se establezcan las acciones a realizar.
* **Métodos get().**
  + - Conjunto de métodos que sirven para acceder al DOM y cargar contenido web en variables, arrays, etc.
* **Condiciones**.
  + Si se usan expresiones condicionales simples o compuestas con if…else, se pueden incluir dentro de la función las acciones a realizar.
* **Acceso a un campo de texto en un formulario.**
  + Para acceder al contenido de un campo *input* de tipo texto y cargar su contenido en una variable se utiliza la propiedad *value*.
  + Sintaxis:
    - let/var/const variable = document.getElementById("identificador id").value;
* **Vaciar uno o todos los campos de formulario.**
  + Si un dato introducido en un campo no es correcto y se avisa al usuario de tal circunstancia, se puede, además, eliminar el contenido escrito para volver a incluirlo de forma correcta.
  + Para ello se utiliza la propiedad *value* de JavaScript que permite acceder al atributo *value* de los campos input y así eliminar el contenido cargando en ella el valor *null* o una cadena vacía.
  + Para vaciar o resetear el formulario completo se usa el método reset() aplicado al formulario.
  + Sintaxis:
* document.getElementById("identificador id del campo").value = null;
* document.getElementById("identificador id del campo").value = “”;
* document.getElementById("identificador id del formulario").reset();
* Ejemplos:

function valEdad1()

{

var edad = document.getElementById("edad").value;

var patron = /^\d\d$/;

if(patron.test(edad)==false)

{

alert("Edad incorrecta. Escríbela de nuevo.");

document.getElementById("edad").value = null;

}

}

function valEdad2()

{

var edad = document.getElementById("edad").value;

var patron = /^\d\d$/;

return patron.test(edad);

}

function valEdad3()

{

var edad = parseInt(prompt(“Cúantos años tienes?;””));

if(edad <=0 || edad > 120)

{

alert("Edad incorrecta. Escríbela de nuevo.");

document.getElementById("edad”).value = null;

}

}

**ACCESO A FORMULARIOS.**

* **Array de formularios.**
  + Cuando se carga la página web en el navegador, el DOM crea un array con todos los formularios.
  + El array se llama forms.
  + A éstos se puede acceder de diferentes formas a través del objeto *document.*
* **Acceso al array de formularios.**
  + **Objeto forms.**
    - En el array de formulario se cargan todos los formularios de la página, en el mismo orden en el que están incluidos en el código.
    - Para acceder a ellos, por tanto, se necesita conocer el índice de la posición donde un formulario concreto está almacenado.
    - Sintaxis:
      * document.forms[índice de posición en el array];
    - Ejemplos:
      * document.forms[0]; // Acceso al primer formulario.
      * document.forms[2]; // Acceso al tercer formulario.
  + **Atributo *name* y corchetes**.
    - Se puede acceder a un formulario incluyendo el nombre de su atributo *name* entre comillas dentro de los corchetes del array.
    - Sintaxis:
      * document.forms[“nombre en atributo *name*”];
    - Ejemplos:
      * <form name="for1" action="" method="post">
      * document.forms[“for1”]; // Acceso al formulario for1.
  + **Atributo *name* como propiedad**.
    - Se puede también acceder al formulario usando el valor del atributo *name* como propiedad, sin comillas y sin corchetes.
    - Sintaxis:
      * document.forms.nombre en atributo *name*;
    - Ejemplos:
      * <form name="for2" action="" method="post">
      * document.forms.for2; // Acceso al formulario for2.
  + **Atributo *name* como propiedad y sin objeto forms**.
    - También se puede incluir el valor del atributo name como una propiedad de document, de modo que, no es necesario usar el objeto form.
    - Sintaxis:
      * document.nombre en atributo *name*;
    - Ejemplos:
      * <form name="for3" action="" method="post">
      * document.for3; // Acceso al formulario for3.

**ACCESO A LOS ELEMENTOS DE UN FORMULARIO.**

* **Array de elementos.**
  + Dentro de cada formulario, el DOM crea un array con todos los elementos de éste.
  + El array se llama elements.
  + A éstos se puede acceder de diferentes formas a través del objeto *document.*
* **Acceso al array de elementos.**
  + **Objeto elements.**
    - En el array de elementos se cargan todos los elementos y campos del formulario, en el mismo orden en el que están incluidos en el código.
    - Para acceder a ellos, por tanto, se necesita conocer el índice de la posición donde un elemento concreto ha sido almacenado.
    - Sintaxis:
      * document.nombre del formulario.elements[índice de posición en el array];
    - Ejemplos:
      * document.for1.elements[0]; // Acceso al primer elemento del formulario for1.
      * document.for1.elements[2]; // Acceso al tercer elemento del formulario for1.
  + **Atributo *name* y corchetes**.
    - Se puede acceder a un elemento incluyendo el nombre de su atributo *name* entre comillas dentro de los corchetes del array.
    - Sintaxis:
      * document.nombre del formulario.elements[“nombre en atributo *name*”];
    - Ejemplos:
      * <label>Edad<input type="number" name="edad"></label>
      * document.for1.elements[“edad”]; // Acceso al campo edad del formulario for1.
  + **Atributo *name* como propiedad**.
    - Se puede también acceder al formulario usando el valor del atributo *name* como propiedad, sin comillas y sin corchetes.
    - Sintaxis:
      * document.nombre en atributo *name*;
    - Ejemplos:
      * <label>Nombre<input type = "text" name = "nombre"></label>
      * document.for2.nombre; // Acceso al campo nombre del formulario for2.
  + **Atributo *name* como propiedad y sin objeto forms**.
    - También se puede incluir el valor del atributo name como una propiedad de document, de modo que, no es necesario usar el objeto form.
    - Sintaxis:
      * document.nombre en atributo *name*;
    - Ejemplos:
      * <form name="for3" action="" method="post">

**ACCESO A LAS PROPIEDADES DE LOS ELEMENTOS.**

* Se puede acceder a las propiedades de un elemento para conocer su contenido o para modificarlo (si no son de sólo lectura).
* **Propiedades comunes a todos los elementos.**
  + **type.**
    - Indica de qué tipo de elementos se trata:
      * Elementos tipo input:
        + Muestra el valor del atributo *type* que tengan éstos, es decir, *text, password, radio*, etc.
      * Listas desplegables select:
        + Muestra los valores *select-one*, para las listas de selección única o, *select-multiple,* para las de selección múltiple.
      * Áreas de texto:
        + Muestra el valor *textarea*.
    - Dichos valores pueden guardarse en una variable.
    - Sintaxis:
      * document.nombreformulario.nombre elemento.type;
      * document.getElementById(“Id del elemento”).type;
    - Ejemplo:
      * <label>Contraseña<input type = "password" name = "pass"></label>
      * let tipo = document.for1.pass.type; // Acceso al campo *contraseña* del formulario *for1* para guardar en la variable *tipo* el valor *password*.
      * let tipo = document.getElementById(“nom”).form; // Acceso con método *get* al campo *contraseña* del formulario *for1* para guardar en la variable *tipo* el valor *password*.
  + **form.**
* Permite conocer a qué formulario pertenece el elemento en cuestión.
* Esta información puede guardarse en una variable.
  + - Sintaxis:
      * document.nombreformulario.nombre elemento.form;
      * document.getElementById(“Id del elemento”).form;
    - Ejemplo:
      * <form name="for1" action="" method="post" id =”f1”>
      * <label>Nombre<input type = "text" name = "nombre" form =”f1” id=”nom”></label>
      * let formulario = document.for1.nombre.form; // Acceso al campo *nombre* del formulario *for1* para guardar en la variable *formulario* su nombre identificador.
      * let formulario = document.getElementById(“nom”).form; // Acceso con método *get* al campo *nombre* del formulario *for1* para guardar en la variable *formulario* su nombre identificador.
  + **name.**
    - Permite obtener el valor del atributo *name* de un elemento.
    - Esta propiedad es de sólo lectura, por lo que no se puede modificar su contenido.
    - Su valor puede guardarse en una variable.
    - Sintaxis:
      * document.nombreformulario.nombre elemento.name;
      * document.getElementById(“Id del elemento”).name;
    - Ejemplo:
      * <label>Nombre<input type = "text" name = "nombre" form =”f1” id=”n”></label>
      * let valor = document.for1.nombre.name; // Acceso al campo *nombre* del formulario *for1* para guardar, en la variable *valor,* el valor de su atributo *name*.
      * let valor = document. getElementById(“n”).name; // Acceso con método get al campo *nombre* del formulario *for1* para guardar, en la variable *valor,* el valor de su atributo *name*.
  + **value.**
    - Permite acceder a la propiedad value de un elemento para cargar su valor en una variable o modificarlo.
    - Según el elemento, se obtiene o cargan distintos contenidos:
      * Campos *input* de tipo *text y password,* así como*,* áreas de texto *textarea*.
        + Permite obtener el texto escrito por el usuario o escribir texto en ellos.
      * Botones de acción o comando.
        + Muestran el texto que tiene el botón o permiten cambiarlo por otro.
      * Botones de opción(*radio*) y casillas de verificación (*checkbox*):
        + Muestran el valor del atributo *value,* que permite conocer que valor tiene la opción seleccionada.
        + Este valor también puede ser cambiado.
    - Sintaxis:
      * **Carga de valor**:
        + variable = document.nombreformulario.nombre elemento.value;
        + variable = document.getElementById(“identificador”).value; // Mediante método get.
      * **Cambio de valor**:
        + document.nombreformulario.nombre elemento.value = nuevo valor;
        + document.getElementById(“identificador”).value = nuevo valor;
    - Ejemplos:
      * **Carga de valor:**
        + <label>Dirección<input type = "text" name = "dir" id=”d”)></label>
        + let direccion = document.for1.dir.value; // Acceso al campo dirección del formulario *for1* para guardar, en la variable direccion*,* lo que el usuario haya escrito en este campo.
        + let direccion = document.getElementById(“d”).value; // Acceso al campo dirección del formulario *for1* mediante un método get para guardar, en la variable direccion*,* lo que el usuario haya escrito en este campo.
      * **Cambio de valor**:
        + <label>Comentarios</label><textarea name = "coment" id=”com”></textarea>
        + document.for1bre elemento.coment.value = “Nuevo comentario”; //Acceso al área de texto del formulario *for1* para escribir en ella un nuevo comentario.
        + document.getElementById(“com”).value = “Nuevo comentario”; //Acceso al área de texto del formulario *for1* usando un método get, para escribir en ella un nuevo comentario.
  + **checked.**

**Botones de opción (radio).**

* + - En los botones de opción, *checked* permite conocer la única opción que ha sido seleccionada.
    - Devuelve un valor booleano, true o false, por lo que se pueden crear condiciones para comprobar que opción ha sido pulsada.
    - Al tener todas las opciones el mismo valor en la propiedad *name*, para que funcionen sincronizadas, cuando se accede a ellas se crea un array de opciones que puede recorrerse usando un bucle for, para así, con *checked* preguntar que opción es la elegida.
    - Sintaxis:
      * **Creación del array de opciones**:
        + nombre del array de opciones = document.nombreformulario.nombre elemento en name;
        + nombre del array de opciones = document.método get para varias opciones(“argumento”).name; // Mediante método get.
      * **Acceso a los elementos del array con checked**.
        + Array [índice de posición].checked;
    - Ejemplo:

let opciones= document.for.botones;

let seleccionada;

for (var i=0; i < opciones.length; i++)

{

seleccionada = botones[i].checked;

if (seleccionada == true)

{

alert("Opción elegida" + botones[i].value);

}

}

**Casillas de verificación (checkbox).**

* + - En las casillas de verificación, *checked* permite conocer que opciones han sido seleccionadas, que pueden ser ninguna, una, varias o todas.
    - Devuelve un valor booleano, true o false, por lo que se pueden crear condiciones para comprobar que opción/es han sido pulsadas.
    - A las distintas opciones se puede acceder de forma individual por sus valores en los atributos *id o name* usando los métodos *get* correspondientes y así, cargar en una variable cada opción seleccionada.
    - También se puede crear un array con todas las opciones disponibles y, posteriormente, con un bucle *for* recorrer cada una de ellas para con *checked,* ir preguntado si están o no seleccionadas.
    - El array puede crearse con el método querySelectorAll(), usando el atributo *type* y el valor *checkbox* para cargar todas las opciones.
    - Sintaxis:
      * **Creación de una variable para cargar una sola opción**:
        + variable = document.nombreformulario.nombre elemento en name; // Carga en una variable de la casilla u opción en una variable usando *name*. También se puede usar un método get.
        + variable.checked; // Devuelve verdadero o falso si la opción está o no seleccionada.
        + if(variable.checked==true){instrucciones;} // Para crear condiciones usando checked.
      * **Creación de un array de opciones**:
        + nombre del array de opciones = document.querysSelectorAll([“type=’checkbox’]”)
      * **Acceso a los elementos del array con checked**.
        + Array [índice de posición].checked;
    - Ejemplo:

let casillas= document.querysSelectorAll ([“type=’checkbox’]”);

let opciones=””;

for (var i=0; i < casillas.length; i++)

{

if (casillas[i].checked == true)

{

opciones = opciones + “ “+ casillas[i].value; // Los distintos valores de las casillas de verificación seleccionadas se van concatenando en la variable acumuladora opciones.

}

}

**ACCESO A LISTAS DESPLEGABLES. (SELECT)**

* **Array de opciones.**
  + Dentro de cada lista desplegable creada con *select*, el DOM crea un array con todas sus opciones.
  + El array se llama options.
  + A éstas se puede acceder de diferentes formas a través del objeto *document.*
* **Acceso al array de opciones.**
  + **Objeto options.**
    - En el array de opciones se cargan todas las opciones presentes en la lista, en el mismo orden en el que están incluidas en el código.
    - Para acceder a ellas, por tanto, se necesita conocer el índice de la posición donde una opción concreta ha sido almacenada.
    - Sintaxis:
      * Opción 1:
        + Variable = document.nombre del formulario.nombre de la lista *select*.options;
      * Opción 2:
        + variable = document.nombre del formulario.nombre de la lista *select*;
        + otra\_variable = variable.options;
    - Ejemplos:
      * let menu = document.for1.lista.options; // Acceso y creación el array menú cargando todos los valores de la lista cuyo nombre en el atributo *name* es lista.
      * let menu = document.for1.lista; // Acceso a la lista que, en el formulario for1, tiene como valor en su atributo *name* el nombre de lista.
      * let lista = menu.options; // Creación del array lista con todas las opciones del elemento select cargadas en *menu*.
* **Propiedades para el array de opciones.**
  + **length.**
    - Permite conocer cuántas opciones u elementos se han cargado en el array creado a partir de *select*.
    - Sintaxis:
      * nombre del array de opciones.length;
      * document.nombre del formulario.nombre de la lista select.length; // Opción sin crear un array.
    - Ejemplos:
      * let elementos = menu.length // Carga, en la variable elementos, del número de opciones o elementos incluidos en el array menu.
      * let numElementos = document.for2.opciones.length; // Carga, en la variable numElementos, del número de opciones o elementos incluidos en una lista cuyo valor en el atributo *name* es *opciones*.
  + **selectedIndex**.
    - Permite conocer el índice de la posición que ocupa, en el array, el elemento seleccionado.
    - Sintaxis:
      * nombre del array de opciones.selectedIndex;
      * document.nombre del formulario.nombre de la lista select.selectedIndex; // Opción sin crear un array.
    - Ejemplos:
      * let index = menu.length // Carga en la variable *index*, el índice de posición de la opción seleccionada en el array menu.
      * let indice = document.for2.opciones.selectedIndex; // Carga, en la variable *indice* el número de posición de la opción u elemento seleccionado en una lista cuyo valor en el atributo *name* es *opciones*.
  + **value**.
    - Carga en una variable el valor del atributo *value* del elemento del array de opciones que se indique a través de su índice.
    - Sintaxis:
      * variable = nombre del array de opciones[indice].value;
      * variable = document.nombre del formulario. Nombre de la lista.options[indice].value; // Equivalente a la anterior usando el array *options* sin crear un array nuevo.
    - Ejemplos:
      * let valor = menu[1].value // Carga en la variable *valor*, el valor del atributo *value* del segundo elemento del array de opciones *menu*.
      * let valor = document.for3.opciones.options[1].value // Carga en la variable *valor*, el valor del atributo *value* del segundo elemento del array *options* incluido en la lista *opciones* del formulario *for3*.
  + **text.**
    - Carga en una variable el texto que representa cada valor del elemento del array de opciones que se indique a través de su índice, es decir, permite cargar el nombre de la opción seleccionada que está incluido entre las etiquetas <option></option>.
    - Sintaxis:
      * variable = nombre del array de opciones[indice].text;
      * variable = document.nombre del formulario. Nombre de la lista.options[indice].text; // Equivalente a la anterior usando el array *options* sin crear un array nuevo.
    - Ejemplos:
      * let texto = menu[0].text // Carga en la variable *texto*, el texto incluido en la etiqueta <option> del primer elemento del array de opciones *menu*.
      * let texto = document.for1.opciones.options[0].text // Carga en la variable *texto*, el texto incluido en la etiqueta <option> del primer elemento del array *options* incluido en la lista *opciones* del formulario *for1*.
  + **selected.**
    - Permite conocer que opción u opciones de una lista está seleccionada.
    - Devuelve un valor booleano, true o false, por lo que se pueden crear condiciones para comprobar que opción ha sido pulsada.
    - El array de opciones puede recorrerse usando un bucle for, para así, con *selected* preguntar que opción es la elegida.
    - En caso de selecciones múltiples, se puede crear otro array con los valores o texto de las opciones seleccionadas.
    - Sintaxis:
      * + nombre del array de opciones[índice de la opción].selected; // Devuelve true o false.
        + if(nombre del array de opciones[índice de la opción].selected==true){instrucciones;} // Para crear condiciones usando *selected*.
    - Ejemplo:

let lista = document.for1.opciones;

let menu=lista.options;

let selecciones;

for (let i = 0; i < menu.length; i++)

{

if (menu[i].selected == true )

{

selecciones = menu[i].text; // Se cargan en la variable *selecciones, y en* cada vuelta del bucle, los textos de las opciones seleccionadas de la lista *opciones* del formulario *for1,* cuya totalidad de elementos previamente se incluyeron en el array *menu*.

También se pueden crear variables acumuladoras o arrays para cargar todas opciones seleccionadas.

}

}

**BOM.**

* **Concepto.**
  + Modelo de Objetos del Navegador - Browser Object Model.
  + Permite a JavaScript comunicarse con el navegador y acceder a todas sus áreas.
  + JavaScript incluye un conjunto de objetos y funcionalidades que permiten acceder y modificar las propiedades y elementos de la ventana del navegador.
  + El modelo BOM es específico de cada navegador.
  + Objetos del BOM:
    - *window, navigator, screen, history, location* y *frames*.

**DOM.**

* **Concepto:**
  + Modelo de objetos del documento - Document Object Model.
  + Documento que contiene toda la estructura de un documento HTML.
  + Es una interfaz de programación que permite crear, cambiar, modificar o eliminar elementos del documento web.
  + Describe el contenido del documento como un conjunto de objetos, sobre los que JavaScript puede interactuar.
  + También se pueden añadir eventos a dichos elementos para crear páginas web más dinámicas e interactivas.
  + El DOM es independiente del navegador y se corresponde con el [estándar](https://www.w3.org/DOM/DOMTR) definido por la W3C.
  + Objetos del DOM:
    - *document* y sus objetos hijos como *anchors, forms, images, links, layers, element* y otros.
* **Árbol DOM:**
  + ![Arbol del DOM](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAXEAAAD4CAAAAAA/JIncAAAAAmJLR0QA/4ePzL8AAAAMY21QUEpDbXAwNzEyAPgBA+rMYJUAAA8MSURBVHhe7Z09TCNJFoCb0+nkbH2ZJxojXcBkJhoTDReNifBqAzyRTTReXcARDROs2IngInaCEzORIcJIJ2Ei2Ag2MhPhDFY6yZ7I3ghvhO90kq+q2+2/dne/qnpd3W5eaxfG+P3VV6/K1dXt1wt9gw6tBP6g1Rs5MwwirjsLiDgR101Atz/KcSKum4Buf5TjRFw3Ad3+KMeJuG4Cuv1RjhNx3QR0+6McJ+K6Cej2RzlOxHUT0O2PcjzOxJcXpI5l3UyC9beg8aqbpC9JtWC5yVunWUWenZwmEZfjJq9FxOXZyWkScTlu8lpEXJ6dnCYRl+Mmr0XE5dnJaYZEfMEtWtc35JoXQa2QiNsk4g/Y0echE49gDgYdUmjE2RaLYSwYYz+fSL6HRXyh3+8vGH2jz/d12IsF/n/Q6RUJ+2ERn9hA4y807qiFCz4s4uG2OkzvRFw3fSL+xIizT0zdLQ7bn84LLJK+JNXCJuvmn2YV3T1DxIm4bgK6/VGOE3HdBHT7oxwn4roJ6PZHOU7EdRPQ7Y9ynIjrJqDbX0RyvLbf0t3ysPxFgHi3YxjZr8tr1bAY6PWrc2Puz12ptiUfpNSiqqQzxx/Y1eSJo32YSxROHu2/NXdS2crw1VAyXsDZZfSwcqF1edrIr+cSE/6rp9f5t9mwQtLiNyTirdpxJ7een9HEztHnxFY+paXxoTgJg/h99byT31h1be/1cTVfzIWCQ4NT7cQbtdNevpjxblq3+rFXLKU1tF+/C73EG8e1RH7DB7cF4f5jNVss6AcSuEeNxK9Pa8mNwhK4Sb3q8X1+Cy4PNhyuoC7itZ9rqWJedJ5ofT5Kvy1MLmfC5aXuXQvx2nktsy6M22pc9bxWiNV6MXDiPYY7u6Gy3IvZejFY4l02mbBld1J1LMZpvRgg8W7t/DL/Wh232V3xWS8GRbxTO73Jr+cxP/Risl4MhHirds62TPKqc4lDv1c9vSnM+3oRnzjfMmGTCTpuy6C5XkSaqQIK0ccsMvH76mnXa8sEo5G107leL2ISb5zW/LdMMJjz9eLbwpzuL6IR51smG/kMBlCIjZvP87q/iEOcbZmk1gW2TCBM/WS61c/dwlvRfQM/q8G/j0CcLbsltkwwmjaX60VF4r1LtmWykQst0+ZwvahCnG+ZrK6rbJlgJDpfLxYLyhsJGKGAbEgT5+fwGFsmoCh9hC6P52i9KEL8ZniRvXPJtkzWc9FJrM7RsVEszcd6cfoeEvfXFaNtvtk+XE2O3WUCNxCsZL2UKFwE6wLFOiv+ADwqhnHY7zcPssnSGVBFs9jDYTa107SdWukRvQNMnAE3sgeZVDnSeXRXTuYGN3ktRTRQKHEO3DBKV9HLmamIHk9yyfJdv39lJOqRDBZ43+HRpkn81SrG0iJQG2wyv03+deXTR6O31gjUk6Rx51plWS7OzK1kBIGoXX6uMbvpq9BOzdxb5STusl5sdK9/u2/dui4IRZaZgUCeNPrTNn+9VI/OAtaOD0zcj1LEiA9GavYK87qfHwPQ+7EgPlcTYSyIS44vSTVQJrsLAdcqil5IfUSAiOvOBiJOxHUT0O3PM8e96rQ9uRpuWD1DswoWSaiduBGfOfQiNR59iJs1q1nx5NHvwUtoj5LcNAFv4lbNal6tevh78DJSaTNX3epNfOoLzWMvQ/uqsy9dl2HJR6qvrg4B2Dw+NavoCEzWx+xhKWstAD0YcfNiijW7BBADqskZAZoF5dkDFKIRO4z4iIk9MqMxQlH7SpMxEHFWs9qcHfnTHsx8sX7TIUPAk7iJ1WRszSr8ORuDl5F97sOMwWf+qR+VJAHluExXhqUzGIDmsGTZEb3x+HSuSKC1VDGXYpfjbjyiMqkYT4a4YmbiqT8Z4pFZXD0Z4nhJqmiJiCsCFFYn4sLIFBWIuCJAYXUiLoxMUYGIKwIUVifiwsgUFYi4IkBhdefJ7xzWrJY8g5dUE2Y8qeDM8Qf3b8+senwNKGY1qxWxeqjHYlZJmldMhI9kcFjjTtxjWPbbu6n8vw6XolNKPhY57p5R12+W/1M/+658d/DL4vf3oeT0tNM4E+99evH+dXMvzducrdw+X1uJwsNB4kv8/vvFLxX2ZX07x9gXyHfPn71vhZ3ocSVeXVt7fluZeiJF7uT2m5Wwn4ITS+Kd/cXjt+zJK850Tu20i8fP9tkTiEI7Ykj8ZvPF16uLvBvSwkX99+U3l0QciUDvaHnzZfvQ/LR0O9J77dcfFve7SC4FzcQrx1vbz34+uCv7f0+5VL/4+mLzRhAWiniciF+urXxzd7IK47J02Hy1/eKT/kSPDfHu/uKHYvtHgVJZiVK98mVxU/d5UUyINzYXf72oCz/MJltpvvx25agHGxY4UnEg3jta+fZlsyL1HBtWb+jgl2c6NwDmn3jr/eL5brOclM7AbOXu+Zq+86J5J375Ztmonyk+BI5tAGxp2wCYa+LdT4sfXretrSrFg20AGCtrNUUrEPU5Js63qk7GtqogzfWQSe21i58Xg98AmFvi1ZW153fTW1WK0AsXV8FvAMwn8c6Pz463Zm5VKTJP7zXZBsBPQZ4XzSPx6zcvfru6EF58wzqDnRdd/BrkBgD4DoIe24TYZk8yTWZgkQcl1Tv6aGyNrjME46bHnsi6FVRNc3Cl0QHpA7BCEIKsLm1BTyXXeinFi7HiH9C6tf3+mZlOKefT1fGDmrZ4dmb95STHrigE727g4WHsDoAyXrPhxPtmkoeR4reJVQaBrbuzJ9pwW46uCslyk/2uG3k0zwLEeZKHkeJNth94y9bdpUAGuQ9J1s+5k37JMP6OhVyAOE/yEFL8ge9QJdMHXrcBYdGYaeeikOKXOPaQnIgQPwsjxR/NPZME3jwqAW7X/AhDmtJE1uP5zDv/61nYy7Vt8xpw7xO2XRF7p6bw5rWIjruso8sl19sZidwZqUg6NdS8eocMikk8ALRvq4NPpWZ2vqy2rB4kW0G2QUIT3kRmFUiYJONHgIj7EcJ+n4hjE/WzR8T9CGG/T8SxifrZI+J+hLDfJ+LYRP3sCRDXVeJQlx8/NAG970ncqss8+D+gADzMWnWh43b453ho5Y7ET+fmonO8iLNSr7z2Nf/PTje7ZHCwbbPKK4fW1TMaxwkgjTgv4qyAp9Xq4T/sQuQBA2c7TEjNQwt0UPIZwZ7/rILgRNBElJLbDh0vJkHiemYVwR6aL3FB4uaO8ny1MGrRChKPWvja4sH7XPEkzgobW02y/2EXItfSUOYca32gHi9ejWe6BuTaG+NoXM8NxE8aaFZRz38xC0RcjJe6NBEHMURcnxFxEHFEISKOCBNkioiDMCEKEXFEmCBTRByECVGIiCPCBJki4iBMiEJEHBEmyBQRB2FCFHISj1zZ3RZic9VM9TBCEd/7EtcANFOy6LmRDLAINygm8QAiMqt4fa0qrKrnzpjqWce3KsR7PCLEAcMgAiIpjFqgRFx3TxJxIq6bgIA/mlUEYKGIJjAKI9KsgtIXAkaIuAAsI9kVkZ4tS8RFGBJxEVpRkaUc190TRFyEeBphK4uIixDHkCXiGBRFbBBxEVoYJ51EXIQ4xkmn2PWFy38YxvWqYbxTLPgNbmXnjWE00knj9Q5YJTDB/Z5xnEgZr35U9CBUbOnRejCGxhp8eat5t0JhBiM86PQzResiteCYqwOz/Rpr8N2aDvHqOyrgstJNvDDWlEvBebzMvabKiuNKQD1jJrlV/i7kI/GOB1BUjUKQuOlVaw0+DjufUW0min6Z1bpUzzZB4gZLcnWnIu3nSR6JFGdlLvcMo6Bc8VGUOEtyrSnOcUckxflYs2YWpWP26rDVcjX637/980+ub6bTQsHwKvL+xw/Fv/gLGYKuhxZvRK7r/PvkB0AoQ5FMcob0DOLd90cpD3L/+6O701antDfLy0yNow+dLCR+L4cjfSHXttrN9k1WaJqAxWKbbxjlXad5x3KpnTmUL8v7eJhpAhdg5RJUEmZQwLVt8CRbh9mWlXrYyztYOtfjuQtZ+6beFa/ODjigcgBTtoioyXYm+IL9u7vTDXAQv1Vd4mdg54eKHTuzI4Cubd29HYHulBR9TEwrOtYqDdW1b6YBmZyNG9AcDjI1+qSCubblv7wUMy8jnViajslBvPVcxrC4Thf8CStuG6ihJQTHxWjR9TiwMSTmSoCI604OKeJ45V10N3fCH8KX7SVIeBO3Ksrw0jLjodpnTRLuZhOeKGIJsAoQEe5KcAWwcefD80eBiIA5PpEO9guEHBEGE5wCW8VZxn3ojbd6+G8BFD7Eed1B3pGDXDeTkdda5D/M8pP2CwwSdpqN0s1yMypzaY65wY8AKjoNXFnNs+iPSkvasYxQjEiYZTiBKIA5bgE1Cz9aucB+mP3KXwyzQxr7oIF2QctRuTnuZpQ/5j9ZrUfbsbS/WYo8BrM1ZkFNyynzZf1x4HE8MP7GOAkoCj/irCLX1Iix6IxnmHqB0ck+U7cn0xX83HCsWOxghmFcXQeTkwSk1qof8RmxD3p2rCOwSyBi2wN3wGheHub1YCzPNOEkMT4iXbwKEbfynfe5WYZvaBJrSh2lmCPakYtBzmH5HGvEcPIeDmH3aoMmCicJQL1Ab+LmJG1NbcO5k48+PsGZf7TeVJ3IzenQ/DyYsmd7sN6yXlnTp7LP6T4dbDgNPqLsFll/tRpvt3aIYkRCBIVQjo9FyfJBYEUEHtZzKChKQoT4xMwd2lyL1ykCpy2OETH8g/BgEyGO19anbImI6+59Ih468eTvekLAuDFYMVItIfSmL+Y7cnz1WrEdrTTIAPDiHMiWLQR0bYsHEYIjXsdVTAfxJeNeqJXTwi3YTShG8VjJzSxlqGtbd+Nc5O4guXCreccNK45r1PWsylPS77JXwKve2QpQECoGd21b3CnL35kDi6qeddygMeM85mYzKXSf0njn97oV6DX67vY1bP4BJpeA66HF/Y/80fDBHd3EiaONM88che7Fm4g3AeXNtTzubpSAIOTatt9tSHiCqyQzTlk6V4fzw5Gk9TgOR7gVIg5nhSNJxHE4wq0QcTgrHEkijsMRboWIw1nhSBJxHI5wK0QczgpHkojjcIRbIeJwVjiSRByHI9wKEYezwpEk4jgc4VaIOJwVjiQRx+EIt0LE4axwJP8PjgB0sS4iDDsAAAAASUVORK5CYII=)Es una estructura jerárquica y ramificada que muestra los distintos nodos y relaciones que forman una página web.
* Página Web correspondiente al anterior árbol DOM.

<html>

<head>

<title>

mi página

</title>

</head>

<body>

<h1 id = “titulo1”>

Hola mundo

</h1>

<p>

Esta es mi página

</p>

</body>

</html>

* **Otro ejemplo de árbol DOM.**

**![](data:image/jpeg;base64,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)**

* **Nodo:**
  + Cada uno de los componentes de una página web.
  + Hay 12 diferentes.
  + **Tipos:**
    - **Raíz o documento (Document).** 
      * Etiqueta <HTML>.
      * Nodo raíz, a partir del cual derivan el resto de nodos.
    - **Etiqueta (Element).**
      * Son el resto de etiquetas HTML, es decir, los nodos definidos por etiquetas HTML.
      * Dentro de un nodo Element puede haber nodos hijos, por ejemplo, etiquetas <p> dentro de <div>.
    - **Texto (Text).**
      * Contenido textual entre etiquetas, por ejemplo, <p>Hola</p>.
      * Son nodos hijos de tipo texto dentro de un nodo Element.
      * Los navegadores pueden crear nodos de tipo texto sin contenido para representar saltos de línea o espacios vacíos.
    - **Atributo (Attr o Attribute).**
      * Se corresponden con los atributos de las etiquetas HTML.
      * Aunque son nodos, se consideran más bien información asociada a nodos de tipo Element.
    - **Comentarios (Comment).**
      * Son los comentarios incluidos en la página. <!- -texto del comentario - - >
    - **Otros tipos.**
      * Declaraciones doctype en la cabecera de los documentos HTML generan nodos, como también, CDatasection, DocumentType, DocumentFragment, Entity, EntityReference, ProcessingInstrution, Notation.

**ACCESO A DOM. ACCESO A PÁGINAS WEB DESDE JAVASCRIPT.**

* Hay varios objetos prototípicos o clase en JavaScript que permiten acceder al DOM como window, document, frame, location, history, screen, node, element, etc, …

**OBJETO WINDOW.**

* Objeto relacionado con la ventana del navegador y sus características.
* Es un objeto de primer nivel o nivel superior del cual derivan otros.
* **Objetos contenidos.**
  + document, frame, history, navigator, location, screen, …
* **PROPIEDADES**.
* **MÉTODOS**.
  + **alert().**
    - Muestra un cuadro modal de alerta o aviso.
    - Incluye sólo un botón para aceptar las indicaciones del cuadro.
    - Sintaxis:
      * window.alert(“mensaje”);
      * alert(“mensaje”);
    - Ejemplos:
      * alert(“Hola”);
      * alert(“La variable no tiene un dato numérico”);
  + **confirm().**
    - Muestra un cuadro modal de confirmación.
    - Incluye un botón para aceptar o confirmar una acción, y otro para cancelarla.
    - Devuelve true si se pulsa en aceptar.
    - Devuelve false si se pulsa en cancelar.
    - Con una instrucción if…else, se puede realizar una u otra acción según el botón que se pulse.
    - Sintaxis:
      * window.confirm(“mensaje”);
      * confirm(“mensaje”);
    - Ejemplo:
      * confirm(“¿Es correcto el nombre?”);

**OBJETO DOCUMENT.**

* Permite acceder a todos los elementos (textos, imágenes, enlaces, formularios, etc.), de una página web para modificarlos o añadirlos nuevos.
* Incluye otros objetos, métodos y propiedades.
* **OBJETOS.**
  + La mayoría sirve para obtener información sobre el contenido de un documento web, con fines estadísticos, creación de informes.
* Sintaxis.
  + document.objeto;
  + document.objeto.propiedades;
* Objetos del objeto prototípico document.
  + **styleSheets.**
    - Devuelve un array con todas las hojas de estilo CSS que se están usando en la página.
  + **anchors**.
    - Devuelve un array con todas las anclas del documento.
  + **links.**
    - Devuelve un array con todos los enlaces del documento.
      * nombre array de enlaces[indice];
        + var enlaces = document.links;
        + enlaces[0];
        + document.links[0];
    - Se pueden mostrar los atributos de los enlaces con:
      * nombre array de enlaces[indice].atributo;
        + enlaces[0].href;
        + enlaces[2].target;
      * document.links[indice].atributo;
        + document.links[0].href;
        + document.links[2].target;
  + **images**.
    - Devuelve un array con todas las imágenes del documento.
      * var nombre del array = document.images;
        + var fotos = document.images;
    - Se pueden mostrar los atributos de las imágenes con:
      * nombre array de imágenes[indice].atributo;
        + fotos[0].src;
        + fotos[2].height;
        + fotos[5].alt;
      * document.links[indice].atributo;
        + document.images[0].src;
        + document.images[2].width;
        + document.images[5].alt;
  + **scripts.**
    - Devuelve un array con todos los scripts que hay en el documento.
  + **forms.**
    - Devuelve un array con todas las referencias a formularios que hay en el documento.
  + **URL**.
    - Devuelve un variable con la dirección del documento actual.
* Acceso a cada elemento individual por posición en el array o con el atributo name**.**
* Sintaxis**:**
  + document**.objeto[“atributo name”];**
  + document**.objeto[número de posición en array];**
* Ejemplos:
  + var miFormulario = document.forms[“formularioRegistro”]);
  + document.write(document.forms[“formularioRegistro”]);
  + var miImagen = document.images[“logo”];
  + var miEnlace = document.links[3];
* **PROPIEDADES**.
* **MÉTODOS.**
  + Sirven para acceder directamente a los nodos DOM.
  + Empleados para manejar el DOM.
  + Sintaxis genérica:
    - document.método(parámetros);
* **métodos:**
  + **write().**
    - Muestra texto en el documento web justo en el sitio donde se incluya el script.
    - Muestra texto HTML en el documento.
    - Se pueden incluir dentro del método como parámetros etiquetas HTML y reglas CSS:
      * Uso de las etiquetas HTML encerradas entre <> y con los atributos correspondientes.
      * Uso del atributo global style de HTML para especificar los estilos CSS:
        + style = “propiedad1 css: valor; propiedad2 css: valor; …”
    - Sintaxis:
      * document.write(“texto” o variables o arrays u otros métodos o expresiones aritmeticas o booleanas o HTML o CSS.);
    - Ejemplos:
      * var saludo = “Hola”;
      * document.write("Hola " );
      * document.write(saludo);
      * document.write("El valor de la posición 3 del array es: “ + numeros[3]);
      * document.write("La suma es: “ + (7 + 20));
      * document.write("La suma es: “ + (n1 + n2));
    - Ejemplos con HTML:
      * document.write("<h1>Hola</h1> ");
      * document.write("<div><h1>Hola</h1> <p>Párrafo1</p><p>Párrafo2</p></div>");
      * document.write('<a href = "https://es.wikipedia.org">Wikipedia</a>');
    - Ejemplos con CSS:
      * document.write('<h1 style = "color:blue; font-family: comic sans ms">Hola</h1>');
* **getElementById().**
  + Devuelve el elemento del documento con atributo id que coincide con el parámetro.
  + No se incluye #.
  + El contenido o el nodo devuelto se puede cargar en una variable.
  + Sintaxis:
    - var nombre de la variable para el id = document.getElementById(“identificador”);
  + Ejemplo:
    - var division = document.getElementById(“d1”).innerHTML;
* **getElementsByName().**
  + Devuelve el/los element/os del documento cuyo atributo name coincida con el parámetro.
  + El contenido o el nodo devuelto se puede cargar en un array.
  + Sintaxis:
    - var nombre del array para name = document.getElementsByName(“nombre”);
  + Ejemplo:
    - var parrafos = document.getElementsByName(“html”);
* **getElementsByTagName().**
  + Devuelve el/los element/os del documento cuya etiqueta HTML coincida con el parámetro.
  + El contenido o el nodo devuelto se puede cargar en un array.
  + Sintaxis:
    - var nombre del array para name = document.getElementsByTagName(“etiqueta”);
  + Ejemplo:
    - var parrafos = document.getElementsByTagName(“p”);
* **getElementsByClassName().**
  + Devuelve el/los element/os del documento cuyo nombre de clase coincide con el parámetro.
  + El contenido o el nodo devuelto se puede cargar en un array.
  + Sintaxis:
    - var nombre del array para name = document.getElementsByClassName(“nombre de clase”);
  + Ejemplo:
    - var parrafos = document.getElementsByClassName(“parrafos”);
* **querySelector().**
  + Devuelve el primer elemento que coincide con el selector CSS incluido como parámetro.
  + No tiene por qué haber reglas CSS en la página o en un archivo externo para poder usar el método querySelector().
  + El contenido o el nodo devuelto se puede cargar en una variable.
  + Se incluye puntos (.), #, ~, …
  + Sintaxis:
    - var nombre de la variable = document.querySelector(“selector”);
  + Ejemplo:
    - var parrafos = document.querySelector (“p”);
    - var parrafos = document. querySelector (“#div1 p”);
    - var parrafos = document. querySelector (“[class $= “ma”]);
* **querySelectorAll().**
  + Devuelve todos los elementos que coinciden con el selector CSS incluido como parámetro.
  + No tiene por qué haber reglas CSS en la página o en un archivo externo para poder usar el método querySelectorAll().
  + El contenido o el nodo devuelto se puede cargar en una variable.
  + Se puede incluir más de un selector como argumentos del método.
  + Se incluye puntos (.), #, ~, …
  + Sintaxis:
    - var nombre de la variable = document.querySelectorAll(“selector”);
  + Ejemplo:
    - var parrafos = document. querySelectorAll (“p”);
    - var parrafos = document. querySelectorAll (“#div1 p”);
    - var parrafos = document. querySelectorAll (“[class $= “ma”]);
    - var cosas = document. querySelectorAll (“#div1 p, a, .fotos”);
  + **Nota**:
    - Los métodos *get* cargan los nodos completos. Para utilizar algún contenido concreto de nodo hay que usar la propiedad correspondiente y sus resultados cargarlos en variables, arrays, etc.
    - Por ejemplo, para poder usar los métodos del objeto Array hay que crear uno adicional para cargar en él, el contenido textual que se haya extraído con las propiedades innerHTML, textContent o innerText.
* **createElement().** 
  + Método de document.
  + Crea un nuevo elemento del tipo especificado como parámetro.
  + Tras crear un elemento hay que insertarlo en elemento padre que lo contendrá, así como, incluirle texto o atributos si son necesarios, por lo que serán necsarios usar también los métodos appendChild(), createTextNode() o la propiedad innerHTML y createAttribute(),
  + Sintaxis:
    - document.createElement("Elemento a crear");
  + Ejemplos:

let lista = document.getElementById("lista1");

let elementoNuevo= document.createElement("li"); //Equivale a <li>...</li>

elementoNuevo.innerHTML = "Texto opción"; // Equivale a <li>Texto opción</li>

lista.appendChild(elementoNuevo);

* **createTextNode().**
  + Método de document.
  + Crea un nodo de texto para, posteriormente, añadirlo o asociarlo a un elemento que pueda incluir texto.
  + Sintaxis:
    - document.createTextNode("Texto");
  + Ejemplos:

let lista = document.getElementById("lista1");

let elementoNuevo = document.createElement("li");

let elementoTexto = document.createTextNode("Texto opción");

elementoNuevo.appendChild(elementoTexto);

lista.appendChild(elementoNuevo);

**OBJETO ELEMENT.**

* Objeto que representa cualquier elemento contenido en el DOM de una página web (párrafos, tablas, listas, títulos, enlaces, etc.).

**OBJETOS Y PROPIEDADES.**

* **children.**
  + Propiedad que muestra o devuelve todos los elementos anidados (hijos) de un elemento determinado.
  + Si hay varios elementos se cargan en un array.
  + Si un elemento no tiene elementos hijos, la propiedad length devolverá 0.
  + Se puede usar un bucle *for* para mostrar todos los tipos de objetos que son los hijos de un elemento dado.
  + Sintaxis:

document.getElementById("valor atributo id").children;

* + Ejemplo:

let elementosHijos = document.getElementById("division1").children;

document.write(elementosHijos.length); // Muestra cuántos hijos hay.

document.write(elementosHijos[2]); // Muestra el tipo de objeto que es el tercer hijo.

**MÉTODOS.**

* **appendChild().**
  + Permite insertar un nodo o elemento al final de todos los hijos de un mismo nivel de anidamiento, es decir, el nuevo nodo se incluye inmediatamente después de los hijos ya existentes, si hay alguno.
  + Sintaxis:
    - Nodo padre.appendChild(Nuevo nodo);
      * **Nodo padre**:
        + Padre o nodo de nivel superior dentro del cual se insertará el nuevo nodo.
      * **Nuevo nodo**:
        + Nodo o elemento nuevo a insertar.
  + Ejemplos:
    - Añadir elemento a una lista ya existente:

let lista = document.getElemtnById(“lista1”);

let elemento = document.createElement(“li”);

elemento.innerHTML = ”Nuevo elemento al final de una lista existente”;

lista.appendChild(elemento);

* + - Añadir elemento a una lista nueva:

let lista = document.createElement(“ul”);

let elemento = document.createElement(“li”);

elemento.innerHTML = ”Nuevo elemento al final de una lista nueva”;

lista.appendChild(elemento);

* + - Añadir un párrafo al final de una división:

division1.appendChild(ultimoParrafo);

* **insertBefore().**
  + Permite insertar un nodo o elemento antes que otro elemento que esté en el mismo nivel de anidamiento.
  + Para ello, necesitamos conocer u obtener la referencia del nodo antes del cual se insertará el nuevo y la del elemento padre dentro del cual se producirá la inserción.
  + Sintaxis:
    - Nodo padre.insertBefore(Nuevo nodo, Nodo de referencia);
      * **Nodo padre**:
        + Padre o nodo de nivel superior dentro del cual se insertará el nuevo nodo.
      * **Nuevo nodo**:
        + Nodo o elemento nuevo a insertar.
      * **Nodo de referencia**:
        + Nodo antes del cual se insertará el nuevo.
        + Si el nodo de referencia es *null* o no se especifica, el nuevo se añadirá al final de la lista de hijos del nodo padre especificado, como con appendChild().
  + Ejemplo:
    - Añadir un elemento antes del quinto elemento de una división denominada *division1*:

division1.insertBefore(elemento4, elemento5);

* **replaceChild().**
  + Permite reemplazar un nodo por otro.
  + Sintaxis:
    - Nodo padre.replaceChild(Nuevo nodo, Nodo a reemplazar);
      * **Nodo padre**:
        + Padre o nodo de nivel superior dentro del cual se insertará el nuevo nodo.
      * **Nuevo nodo**:
        + Nodo o elemento nuevo a insertar.
      * **Nodo a reemplazar**:
        + Nodo que será reemplazado o sustituido.
  + Ejemplo:
    - Sustituir un párrafo por otro nuevo en una división denominada *division1*:

division1.insertBefore(parrafoNuevo, parrafo2);

* **removeChild().**
  + Permite eliminar un nodo.
  + Sintaxis:
    - Nodo padre.removeChild(Nodo a eliminar);
      * **Nodo padre**:
        + Padre o nodo de nivel superior dentro del cual está el nodo a eliminar.
      * **Nuevo a eliminar**:
        + Nodo o elemento hijo a eliminar.
  + Ejemplos:
    - Eliminar un elemento de una división:

let division1 = document.getElementById("d1");

let parrafo4 = document.getElementById("p4");

division1.removeChild(parrafo4);

* + - Eliminar un elemento de una lista:

let opcion2 = document.getElementById("op2");

document.getElementById("lista1").removeChild(opcion2);

**NODOS DE TIPO ATRIBUTO.**

* Los atributosson modificadores que controlan o proporcionan funcionalidad adicional a las etiquetas o elementos HTML.
* Son un nodo más del DOM.

**PROPIEDADES PARA AÑADIR ATRIBUTOS.**

* Se pueden usar algunos atributos HTML como propiedades JavaScript para así, o asignárselos a elementos que no los tengan, o cambiar los valores de los existentes.
* No todos los atributos se pueden usar como propiedad.
* Los que no se pueden usar, se asignan con el método setAttribute().
* Algunos de los que si se pueden usar son: id, className, lang, accessKey, tabIndex o style, entre otros.
* Sintaxis.
  + elemento.propiedad =”valor”;
* Ejemplos:

let texto = document.getElementById(“parrafo1”);

texto.id=”p1”;

texto.className=”párrafos”;

texto.tabIndex =”2”;

**MÉTODOS PARA CREAR, ACCEDER O ESTABLECER NODOS DE TIPO ATRIBUTO.**

* + **getAttribute().**
    - Método del objeto Element.
    - Devuelve el valor del atributo especificado como parámetro en el método.
    - Este se puede cargar en una variable o array dependiendo del método de obtención de nodos empleado.
    - Sintaxis:
      * var variable/array = document.método(parámetros).getAttribute(“atributo”);
      * var variable1/array1 = document.método(parámetros);
      * var variable2/array2 = variable1. getAttribute(“atributo”);
    - Ejemplos:
      * var parrafo = document.getElementById("p4"). getAttribute(“class”);
      * var alternativo = document.getElementById("imagen1"). getAttribute(“alt”);
      * var a = document.getElementById("p4");
      * var alineacion = a. getAttribute(“align”);
  + **getAttributeNames().**
    - Carga todos los atributos de un elemento en un array.
    - Sintaxis:
      * document.método(parámetros).getAttributeNames();
      * var variable1 = document.método(parámetros);
      * variable1. getAttributeNames();
    - Ejemplo:
      * <p id =”p1” class=”texto” name=”par1”>Párrafo 1</p>
      * let atributos = document.getElementById("p1").getAttributeNames(); // Carga, en el array atributos, los atributos id, class y name.
  + **setAttribute().**
    - Método del objeto Element.
    - Permite añadir o modificar los atributos de un elemento.
    - Establece el valor del atributo especificado como parámetro en el método.
    - Sintaxis:
      * document.método(parámetros).setAttribute(“nombre del atributo”,”valor”);
      * var variable1 = document.método(parámetros);
      * variable1. setAttribute(“nombre del atributo”,”valor”);
    - Ejemplos:
      * var parrafo = document.getElementById("p4");
      * parrafo.setAttribute(“id”,”p1”);
      * var division = document.getElementById("div1");
      * division.setAttribute(“name”,”d1”);
  + **createAttribute().**
* Método de document.
* Crea un nuevo nodo de tipo atributo para posteriormente asociarlo a un elemento determinado.
* Para asignar el valor para el atributo se utiliza la propiedad value.
* Sintaxis:
  + **Creación del nodo**:
    - document.createAttribute(“Atributo”);
      * **Atributo:**
        + Tipo de atributo a crear (id, class, alt, href, type, etc.).
  + **Asignación de valor**:
    - variable.value =”valor”;
      * **Variable**:
        + Variable que contiene el nodo creado.
      * **Valor:**
        + Contenido asociado al atributo.
  + **Mostrar el valor del atributo:**
    - elemento.getAttribute(“Atributo”);
      * **Elemento:**
        + Nodo que contiene el atributo cuyo valor se quiere mostrar.
      * **Atributo:**
        + Tipo de atributo cuyo valor se quiere mostrar (id, class, alt, href, type, etc.).
* Ejemplo:
  + - let division = document.getElementById("div1");
    - let atributo = document.createAttribute("class");
    - atributo.value = "contenedores";
    - division.setAttributeNode(atributo);
    - console.log(division.getAttribute("atributo")); // Mostrará *contenedores*.
* **setAttributeNode().**
* Método de document.
* Añade un nuevo nodo de tipo atributo al elemento que se especifique.
* Sintaxis:
  + **elemento. setAttributeNode(atributo).**
    - **Atributo:**
      * Variable que contiene el nodo de tipo atributo incluyendo su valor.
* Ejemplo: (En el ejemplo anterior la línea azul).

let division = document.getElementById("div1");

let atributo = document.createAttribute("class");

atributo.value = "contenedor";

division.setAttributeNode(atributo);

console.log(division.getAttribute("atributo")); // Mostrará *contenedor.*

**PROPIEDADES PARA ACCEDER AL CONTENIDO TEXTUAL DE LOS NODOS.**

* **innerHTML.**
  + Propiedad del objeto Element.
  + Devuelve o establece un texto de un elemento o nodo en formato html.
  + Muestra saltos de tabulación, línea o espacios en blanco.
  + Muestra etiquetas HTML con el método alert().
  + Uso:
    - Recuperar o escribir texto en un elemento.
    - Permite insertar etiquetas HTML.
  + **Devolver contenido.**
    - Sintaxis:
      * var variable = document.método(parámetros).innerHTML;
      * var variable1 = document.método(parámetros);
      * var variable2 = variable1.innerHTML;
    - Ejemplo:
      * var parrafo = document.getElementById("p4").innerHTML;
      * document.write("Contenido del cuarto párrafo : " + parrafo + "<br>");
  + **Establecer contenido**.
  + **Añadir contenido sustituyendo**.
    - Sintaxis:

document.metodo(parámetros).innerHTML = “Contenido HTML a insertar”;

* + - Ejemplo:

document.getElementById("p4").innerHTML = “<p>Párrafo nuevo sustituto</p>”;

document.body.innerHTML = “”; // Vacía de contenido la página web.

* + **Añadir contenido manteniendo el existente.**
    - El contenido se añade al final del contenido ya existente.
    - Sintaxis:

document.metodo(parámetros).innerHTML += “Contenido HTML a insertar”;

* + - Ejemplo:

document.getElementById("div1").innerHTML += “<p><strong>Párrafo nuevo </strong ></p>”;

document.body.innerHTML + = “<h1>Hola</h1><p>Otro párrafo</p>”;

document.getElementById("p1").innerHTML += “ Párrafo añadido”;

document.getElementById("p1").innerHTML += “<p>Párrafo añadido</p>”;

* **innerText.**
  + Propiedad del objeto HTMLElement.
  + Devuelve o establece un texto de un elemento o nodo sin formato (texto plano).
  + No muestra saltos de tabulación, línea o espacios en blanco.
  + No muestra etiquetas HTML.
  + Uso:
    - Recuperar o escribir texto en un elemento.
  + Devolver contenido.
    - Sintaxis:
      * var variable = document.método(parámetros).innerText;
      * var variable1 = document.método(parámetros);
      * var variable2 = variable1.innerText;
    - Ejemplo:
      * var parrafo = document.getElementById("p4").innerText;
      * document.write("Contenido del cuarto párrafo : " + parrafo + "<br>");
  + **Establecer contenido**.
    - No reconoce etiquetas HTML ni formato de la página.
* **textContent.**
  + Propiedad del objeto Node.
  + Devuelve o establece un texto de un elemento o nodo sin formato (texto plano).
  + Si muestra saltos de tabulación, línea o espacios en blanco con alert().
  + No muestra etiquetas HTML.
  + Lee las etiquetas <script> y <style>.
  + Muestra el texto oculto CSS.
  + Uso:
    - Recuperar o escribir texto en un elemento.
  + Devolver contenido.
    - Sintaxis:
      * var variable = document.método(parámetros).textContent;
      * var variable1 = document.método(parámetros);
      * var variable2 = variable1.textContent;
    - Ejemplo:
      * var parrafo = document.getElementById("p4").textContent;
      * document.write("Contenido del cuarto párrafo : " + parrafo + "<br>");
  + **Establecer contenido**.
    - No reconoce etiquetas HTML, ni formato de la página.

**APLICAR ESTILOS CSS DESDE JAVASCRIPT.**

**STYLE.**

* Propiedad u objeto de *Element*.
* Se usa para aplicar un determinado estilo o formato a cualquier elemento HTML.
* Si las propiedades CSS son compuestas, se elimina el guion medio y se pone la primera letra de la segunda palabra en mayúsculas:
  + Ejemplos:
    - font-family -> fontFamily
    - font-size -> fontSize
    - background-color -> backgroundColor
* Sintaxis:
  + Opción 1:
    - document.método(parámetros).style.propiedadCSS = “valor”;
  + Opción 2:
    - var variable1 = document.método(parámetros);
    - variable1. style.propiedadCSS = “valor”;
* Ejemplos:
  + Opción 1:

<p id = “p1”>Hola</p>

document.getElementById(“p1”).style.color = “#f00”;

document.getElementById(“p1”).style.fontSize = “20px”;

* Opción 2:

<p id = “p1”>Hola</p>

var parrafo = document.getElementById(“p1”);

parrafo. style.color = “#f00”;

parrafo.style.fontSize = “20px”;

* **Atributo cssText.**
  + La propiedad *style* incluye el atributo cssText, que permite asignar varias propiedades CSS al mismo tiempo.
  + En este caso las propiedades se escriben igual que en CSS, es decir, usando guiones para aquellas con nombres compuestos.
  + Sintaxis:
    - Opción 1:

document.método(parámetros).style.cssText = “propiedad1: valor; propiedad2: valor; ….”;

* + - Opción 2:

var variable2 = document.método(parámetros);

variable2. style. cssText = “propiedad1: valor; propiedad2: valor; …”;

* + Ejemplos:
    - Opción 1:

<p id = “p1”>Hola</p>

document.getElementById(“p1”).style.cssText = “color: #f00; font-size: 20px”;

* + - Opción 2:

<p id = “p1”>Hola</p>

var parrafo = document.getElementById(“p1”);

parrafo. style.cssText = “color: #f00; font-size: 20px”;

**SPRITES.**

* Una página web puede necesitar cargar muchísimas imágenes, tanto para usarlas como fondo, como para usarlas como objetos o parte del contenido.
* Las imágenes como fondo se manejan con propiedades como *backgroung-image*, *background-size*, *background-repeat y* *background-position.*
* **Concepto.**
  + Un *sprite* es un conjunto de imágenes en una sola imagen, de modo que, cargando una sola imagen, se tienen disponibles todas las que la conforman y van a usarse en el documento web sin necesidad de descargarlas del servidor cuando se necesiten. Así, se puede mejorar el tiempo de carga de una página web al reducir el número de peticiones a un servidor web.
  + Cargar una imagen implica una petición al servidor, una respuesta de éste, la carga de la imagen en el navegador, etc. Aunque una imagen sea pequeña y pese poco, todas las peticiones que se realicen consumen tiempo y ralentizan la carga de una página.
* **Utilidad**.
  + Accediendo con CSS a la posición de cada imagen, se pueden visualizar todas las que forman el *sprite* como si fueran imágenes únicas e independientes y estuvieran guardadas en archivos diferentes.
  + Usando pseudoclases CSS como *hover* o scripts de JavaScript se pueden conseguir cambios de estado o de posición de la imagen.
  + También pueden crearse efectos de movimiento y animaciones usando JavaScript u otros lenguajes de programación.
* **Creación de un Sprite.**
  + Se pueden usar programas de edición imagen como Photoshop o Gimp, o crearlas en línea subiendo las imágenes a webs que permiten generar la imagen única con todas ellas.
    - <https://www.toptal.com/developers/css/sprite-generator/>

**TRANSICIONES.**

* Permiten cambiar de un estado a otro de forma gradual o suave al realizarse una acción.

**Propiedades de transición**.

* **transition-property.** 
  + Permite especificar que propiedad CSS se verá afectada por la transición.
  + No todas las propiedades CSS son “animables” mediante esta propiedad.
  + Sintaxis:
    - transition-property: valor;
    - valores:
      * **all.**
        + Aplica la transición a todas las propiedades CSS.
      * **none.**
        + No se aplica la transición, el cambio de estado se produce de golpe.
      * **propiedad.**
        + Aplica la transición solo a la propiedad CSS especificada.
  + Ejemplos:
    - Transición con una sola propiedad:

#enlace:hover{

font-size:30px;

transition-duration: 0.5s;

transition-timing-function: linear;

* En el ejemplo, el texto del enlace aumentará en 5 décimas de segundo de forma lineal desde el tamaño por defecto hasta los 30 píxeles.
  + - Transición con una sola propiedad:

#enlace:hover{

font-size:30px;

font-family: Verdana;

transition-property:all;

transition-duration: 1s;

transition-timing-function: linear;

* En el ejemplo, el texto del enlace aumentará en un segundo de forma constante desde el tamaño por defecto hasta los 30 píxeles. También cambiará la fuente por defecto, a Verdana en ese mismo tiempo.
* **transition-duration.**
  + Especifica la duración de la transición de principio a fin.
  + El tiempo se mide en segundos, incluyendo la letra “s” al valor numérico.
  + A mayor valor, transición más lenta.
  + Sintaxis:
    - transition-duration: tiempo en segundos;
  + Ejemplos:
    - transition-duration: 2s; // La transición durara 2 segundos.
    - transition-duration: 0.3s; // La transición durará 3 décimas de segundo.
* **transition-timing-function.**
  + Establece el ritmo al que avanza la transición.
  + Sintaxis:
    - transition-timing-function: valor;
    - valores:
      * **ease.**
        + La transición comienza lentamente, continua rápido y termina de nuevo lentamente.
        + Valor por defecto.
      * **linear.**
        + La transición avanza a ritmo constante.
      * **ease-in.**
        + La transición comienza lentamente y continua y termina a ritmo constante.
      * **ease-out.**
        + La transición comienza y continua a ritmo normal constante y termina lentamente.
      * **ease-in-out.**
        + La transición comienza lentamente, continua a ritmo normal constante y termina lentamente.
      * **cubic-bezier(valor1, valor2, valor3, valor4).**
        + Permite establecer un ritmo de transición personalizado usando curvas de Bézier.
        + Los valores, que están comprendidos entre 0 y 1 con decimales y pueden ser positivos o negativos, representan los siguientes puntos:

**valor 1.**

Valor del eje X del primer punto de control de la curva.

**valor 2.**

Valor del eje Y del primer punto de control de la curva.

**valor 3.**

Valor del eje X del segundo punto de control de la curva.

**valor 4.**

Valor del eje Y del segundo punto de control de la curva.

* + - * + En la web <https://cubic-bezier.com> se puede obtener los valores de forma gráfica.
  + Ejemplos:
    - transition-timing-function: linear;
    - transition-timing-function: ease-out;
    - transition-timing-function: cubic-bezier(0.59,0.27,0.67,1);
* **transition-delay.**
  + **Permite retrasar el inicio de la transición** un tiempo determinado.
  + El tiempo se mide en segundos, incluyendo la letra “s” al valor numérico.
  + Si no se incluye, la transición empieza inmediatamente.
  + Sintaxis:
    - transition-delay: tiempo en segundos;
  + Ejemplos:
    - transition-delay: 0,5s; // La transición comenzara transcurridas 2 décimas de segundo.
* **Notación abreviada.**
  + Se pueden usar algunas o todas las propiedades de transición usando la propiedad *transition*.
  + Los valores que no se quieran usar, se pueden no incluir.
  + Si se quieren usar varias propiedades con distintos tiempos, se separa las características de cada una con una coma.
  + Sintaxis:
    - transition: property duration timing-function delay;
  + Ejemplos:
    - transition: all 1s linear; // Se animan todas las propiedades a ritmo constante durante un segundo.
    - transition: color 0.5s linear 1s; // Efecto de transición que comienza con un segundo de retraso, dura medio segundo y sigue un ritmo normal continuo.
    - transition: color 3s, font-size 0.5s ease-in, background-color 1s; // Se animan todas las propiedades durando cada una, un tiempo distinto y a ritmos diferentes.

**EVENTOS.**

**Concepto.**

* Acción del usuario sobre un elemento HTML que provoca una respuesta.
* Mecanismo principal de interacción usuario-página Web.

**Manejador de eventos**.

* A los eventos hay que asociarles una función o el código JavaScript que se ejecutará al producirse el evento.
* Dichas funciones o código son los manejadores de eventos.
* Para diferenciar el manejador del evento del evento en sí, se antepone el prefijo “on” al manejador.
  + Evento: click.
  + Manejador: onclick.

**Tipos de eventos**:

* **click**:
  + Pulsar con el botón izquierdo del ratón sobre un elemento.
  + HTML: Elementos de selección de datos, botones de formulario, <a> e <img>.
* **dblclick:**
  + Se hace doble clic con el botón izquierdo del ratón sobre un elemento.
  + HTML: Elementos de selección de datos, botones de formulario, <a> e <img>.
* **mouseover**:
  + El puntero del ratón entra en el área que ocupa un elemento, pasa por encima.
  + HTML: Todos elementos HTML y en especial, elementos de formulario, <a> e <img>.
* **mouseout:**
  + El puntero del ratón sale del área que ocupa un elemento, se quita de encima.
  + HTML: Todos elementos HTML y en especial, elementos de formulario, <a> e <img>.
* **load**:
  + Se produce cuando el navegador termina de cargar la página, incluyendo la carga recursos como hojas de estilo, archivos con script o imágenes.
  + HTML: <body>, <window>, <img> y <script>.
* **unload**:
  + Se produce cuando se abandona la página porque se cierra el navegador o se cambia de página.
  + HTML: <body>, <window>
* **focus**:
  + Un elemento de la página recibe el foco.
  + HTML: <body>, <input>, <select>, <textarea>.
* **blur**:
  + Un elemento de la página pierde el foco.
  + HTML: <body>, <input>, <select>, <textarea>.

|  |  |  |
| --- | --- | --- |
| **Evento** | **Descripción** | **Elementos para los que está definido** |
| onblur | Deseleccionar el elemento | <button>, <input>, <label>, <select>, <textarea>, <body> |
| onchange | Deseleccionar un elemento que se ha modificado | <input>, <select>, <textarea> |
| onclick | Pulsar y soltar el ratón | Todos los elementos |
| ondblclick | Pulsar dos veces seguidas con el ratón | Todos los elementos |
| onfocus | Seleccionar un elemento | <button>, <input>, <label>, <select>, <textarea>, <body> |
| onkeydown | Pulsar una tecla (sin soltar) | Elementos de formulario y <body> |
| onkeypress | Pulsar una tecla | Elementos de formulario y <body> |
| onkeyup | Soltar una tecla pulsada | Elementos de formulario y <body> |
| onload | La página se ha cargado completamente | <body> |
| onmousedown | Pulsar (sin soltar) un botón del ratón | Todos los elementos |
| onmousemove | Mover el ratón | Todos los elementos |
| onmouseout | El ratón *"sale"* del elemento (pasa por encima de otro elemento) | Todos los elementos |
| onmouseover | El ratón *"entra"* en el elemento (pasa por encima del elemento) | Todos los elementos |
| onmouseup | Soltar el botón que estaba pulsado en el ratón | Todos los elementos |
| onwheel | Se produce al girar la rueda del ratón sobre un elemento. |  |
| onreset | Inicializar el formulario (borrar todos sus datos) | <form> |
| onresize | Se ha modificado el tamaño de la ventana del navegador | <body> |
| onselect | Seleccionar un texto | <input>, <textarea> |
| onsubmit | Enviar el formulario | <form> |
| onunload | Se abandona la página (por ejemplo, al cerrar el navegador) | <body> |
| oncontextmenu | Se produce al pulsar el botón derecho del ratón en cualquier elemento. | Todos los elementos |

**FORMAS DE ASOCIAR UN MANEJADOR A EVENTO.**

**A. Como atributo HTML del elemento.**

* + Sintaxis:
    - manejador = “código a ejecutar”
    - manejador = “función()”
  + Ejemplos:
    - Con función:

fuction pulsar()

{

alert(“¡Has pulsado el botón!”);

}

<input type =”button” name = “boton1” value = “Pulsar” onclick = “pulsar()”>

* + - Con código directo:

<input type =”button” name = “boton1” value = “Pulsar” onclick = “alert(‘¡Has pulsado el botón!’)”>

* + Si se quieren ejecutar varias funciones al producirse el evento, se pueden realizar 2 acciones distintas:
  + **Opción1**:
  + Crear una función que englobe a todas las demás.

function varias()

{

funcion1();

funcion2();

funcion3();

}

function funcion1(){

alert("funcion uno");

}

function funcion2(){

alert("funcion dos");

}

function funcion3(){

alert("funcion tres");

}

<input type =”button” name = “boton2” value = “Pulsar” onclick = “varias()”>

* + **Opción2**:
    - Separar cada función con un punto y coma (;).
    - <input type =”button” name = “boton2” value = “Pulsar” onclick = “funcion1();funcion2();funcion3()”>

**B. Con un manejador semántico.**

* + Añadir un manejador a una variable, constante, array, objeto, etc.
  + No es necesario incluir elementos adicionales en el HTML.
  + Se asocia el manejador a una función para ejecutar cuando se produzca el evento.
  + Nombre del evento se escribe siempre en minúscula.
  + El nombre de la función se escribe sin comillas y sin paréntesis.
  + Sintaxis:
    - * elemento.manejador = función;
  + Ejemplo:

<p id = “p1”>Párrafo1</p>

function pulsar()

{

alert(“¡Has pulsado dentro del párrafo!”);

}

var pa =document.getElementById(“p1”);

pa.onclick = pulsar;

document.getElementById(“p1”).onclick = pulsar; // Alternativa a crear una variable para cargar el nodo.

**C. Con un manejador de eventos escuchador añadido a un elemento.**

* **Anadir un manejador.**
  + Se usa el método addEventListener().
  + Permite agregar un manejador de eventos a un elemento DOM para que al producirse un evento sobre el elemento se ejecute una función.
  + Sintaxis:
    - elemento.addEventListener(“evento”, función sin paréntesis, flujo) ;
    - Elemento:
      * variable, array, etiqueta HTML.
    - Evento:
      * Se trata del evento, no del manejador, luego se escribe sin “on”.
    - Función:
      * Función que contiene las acciones que se ejecutarán si se produce el evento.
      * Se escribe el nombre de la función sin sus paréntesis.
      * Para llamar a los métodos o propiedades necesarios para realizar las acciones, se antepone el nombre de la variable si sólo se ha cargado un elemento con un método get, si no, si se han obtenido varios elementos, se antepone el operador “this” para referirse a arrays u objetos que contienen múltiples nodos.
      * Varias funciones pueden ejecutarse si crea una que las contenga a todas las demás.
    - Flujo:
      * Valor booleano (true o false).
      * false: Ejecución desde el más bajo nivel al más alto. (Event bubbling).
      * true: Ejecución desde el más alto nivel al más bajo. (Event capturing).
  + Utilización:
    - Crear la función o funciones que se serán ejecutadas al producirse un determinado evento.
    - Cargar el elemento o elementos en una variable u array usando métodos get.
    - Añadir el manejador de eventos (addEventListener()), al elemento u elementos.
  + Ejemplos:
  + Con un solo elemento:

<h1 id = ”titulo”>Título de la web</h1>

function cambiarColor()

{

titulo.style.color = "yellow";

}

var texto = document.getElementById("titulo");

texto.addEventListener("dblclick",cambiarColor);

* + Con varios elementos:

<p id = ”p1”>Párrafo 1</p>

<p id = ”p2”>Párrafo 2</p>

<p id = ”p3”>Párrafo 3</p>

function cambiarColor()

{

this.color = "yellow"; // this se refiere al array párrafos.

}

var parrafos = document.getElementsTagName("p");

parrafos.addEventListener("dblclick",cambiarColor);

* **Quitar un manejador.**
  + Se usa el método removeEventListener().
  + Elimina el manejador de eventos que se ha aplicado a un elemento DOM.
  + Sintaxis:
    - elemento.removeEventListener(“evento”, función sin paréntesis, flujo) ;

**EVITAR LA ACCIÓN DE UN EVENTO.**

* **preventDefault().**
  + Permite cancelar la acción de un evento, si ésta se puede cancelar.
  + La acción cancelada depende del evento sobre el que se aplique este método, por ejemplo:
    - Si se hace clic sobre un botón no ocurriría nada.
    - Si se pulsa en el botón de enviar en un formulario, éste no se enviará.
    - Si se hace clic con el botón derecho sobre la ventana no se abrirá el menú contextual.
  + No todos los eventos son cancelables.
  + Este método se utiliza dentro de un método manejador de eventos, como addEventListener().
  + Sintaxis:
    - Objeto de tipo evento. preventDefault();
      * **Objeto de tipo evento**.
        + Todos los manejadores de eventos reciben como parámetro el objeto evento que se ha generado.
        + Éste se va a utilizar para llamar al método preventDefault().
  + Ejemplo:
    - document.getElementById(“form1”).addEventListener(“submit”, function(e) {e.preventDefault();})
    - **Parámetro *e* en el ejemplo.**
      * Representa al objeto que se genera.
* **cancelable.**
  + Propiedad que indica si un evento es o no cancelable y, por tanto, si se puede, o no, usar el método preventDefault() con él.
  + Devuelve un valor booleano (true o false) y, obviamente, puede ser cancelado cuando devuelve al valor verdadero.
  + Sintaxis.
    - e.cancelable;
    - **Objeto e**:
      * Objeto que se genera al producirse un evento.
  + Ejemplo:
    - let esCancelable =e.cancelable;
    - alert("¿Este evento es cancelable? " + esCancelable);
    - e.preventDefault();

**EVENTOS DE TIEMPO.**

* Son temporizadores que se usan para retrasar o repetir la ejecución de código (una función, por ejemplo), un determinado intervalo de tiempo.
* Ejecutar una función transcurrido un tiempo determinado, se denomina *planificar una llamada*.
* Existen 2 **métodos** nativos de JavaScript que se utilizan en los eventos de tiempo.
  + **setTimeout**.
    - Permite ejecutar una función pasado un intervalo de tiempo determinado.
    - Sintaxis:
      * setTimeout(Función o código, tiempo);
      * Función.
        + Función o código que se llamará o ejecutará transcurrido el tiempo especificado como segundo parámetro.
      * Tiempo.
        + Tiempo expresado en milisegundos que debe transcurrir antes de ejecutarse la función incluida como parámetro.
        + 1000 milisegundos = 1 segundo.
    - Ejemplos:

function saludar()

{

alert("¡Buenos días!");

}

setTimeout(saludar,2000); // Transcurridos 2 segundos se muestra el saludo.

* **setInterval.**
  + Permite ejecutar una función de forma repetida pasado un intervalo de tiempo.
  + Sintaxis:
    - setInterval(Función o código, tiempo);
    - Función.
      * Función o código que se llamará o ejecutará transcurrido el tiempo especificado como segundo parámetro y volverá a repetirse cada vez que el intervalo temporal se cumpla.
    - Tiempo.
      * Tiempo expresado en milisegundos que debe transcurrir antes de ejecutarse cada repetición de la función o código incluido como parámetro.
  + Ejemplos:

function saludar()

{

alert("¡Buenos días!");

}

setInterval(saludar,2000); // Cada 2 segundos, se repite el saludo.

**Identificador de temporizador. (intervalID).**

* Cuando setTimeout() o setInterval(), se ejecutan, se les asigna un número o identificador único (intervalID), que puede ser guardado en una variable.
* A través de dicha variable, podemos, por ejemplo, conocer qué temporizador está ejecutándose.
* También sirve para detener los temporizadores.
* Sintaxis:
  + variable = setTimeout(Función o código, tiempo);
  + variable = setInterval(Función o código, tiempo);
* Ejemplo:
  + let identificador = setTimeout(calcular, 2000);
  + let intervalo = setInterval(saludar, 5000);

**Detener eventos de tiempo.**

* Para detener un temporizador, se crea una función para borrarlo a la que se le pasa la variable que contiene el identificador del temporizador que se quiere parar.
* **clearInterval().**
  + Emparejado con setInterval()
  + Sintaxis:

function detenerTemporizador()

{

clearInterval(variable con identificador);

}

* **clearTimeout()**
  + Emparejado con setTimeout().
  + Sintaxis:

function detenerTemporizador()

{

clearTimeout (variable con identificador);

}